# 介绍

ECMAScript 6，也称为 ECMAScript 2015，是 ECMAScript 标准的最新版本。ES6 是该语言的一次重大更新，也是自 2009 年 ES5 标准化以来对该语言的第一次更新。这些功能在主要 JavaScript 引擎中是实现。

# 箭头

箭头是使用=>语法的函数简写。它们在语法上类似于 C#、Java 8 和 CoffeeScript 中的相关功能。它们支持语句块体以及返回表达式值的表达式体。this与函数不同，箭头与其周围的代码共享相同的词法。

// Expression bodies

var odds = evens.map(v => v + 1);

var nums = evens.map((v, i) => v + i);

var pairs = evens.map(v => ({even: v, odd: v + 1}));

// Statement bodies

nums.forEach(v => {

if (v % 5 === 0)

fives.push(v);

});

// Lexical this

var bob = {

\_name: "Bob",

\_friends: [],

printFriends() {

this.\_friends.forEach(f =>

console.log(this.\_name + " knows " + f));

}

}

箭头函数表达式的语法比函数表达式更简洁，并且没有自己的this，arguments，super或new.target。箭头函数表达式更适用于那些本来需要匿名函数的地方，并且它不能用作构造函数。

## 语法

### 基础语法

(param1, param2, …, paramN) => { statements }

(param1, param2, …, paramN) => expression

//相当于：(param1, param2, …, paramN) =>{ return expression; }

// 当只有一个参数时，圆括号是可选的：

(singleParam) => { statements }

singleParam => { statements }

// 没有参数的函数应该写成一对圆括号。

() => { statements }

### 高级语法

//加括号的函数体返回对象字面量表达式：

params => ({foo: bar})

//支持剩余参数和默认参数

(param1, param2, ...rest) => { statements }

(param1 = defaultValue1, param2, …, paramN = defaultValueN) => {

statements }

//同样支持参数列表解构

let f = ([a, b] = [1, 2], {x: c} = {x: a + b}) => a + b + c;

f(); // 6

## 描述

引入箭头函数有两个方面的作用：更简短的函数并且不绑定this。

### 更短的函数

var elements = [

'Hydrogen',

'Helium',

'Lithium',

'Beryllium'

];

elements.map(function(element) {

return element.length;

}); // 返回数组：[8, 6, 7, 9]

// 上面的普通函数可以改写成如下的箭头函数

elements.map((element) => {

return element.length;

}); // [8, 6, 7, 9]

// 当箭头函数只有一个参数时，可以省略参数的圆括号

elements.map(element => {

return element.length;

}); // [8, 6, 7, 9]

// 当箭头函数的函数体只有一个 `return` 语句时，可以省略 `return` 关键字和方法体的花括号

elements.map(element => element.length); // [8, 6, 7, 9]

// 在这个例子中，因为我们只需要 `length` 属性，所以可以使用参数解构

// 需要注意的是字符串 `"length"` 是我们想要获得的属性的名称，而 `lengthFooBArX` 则只是个变量名，

// 可以替换成任意合法的变量名

elements.map(({ "length": lengthFooBArX }) => lengthFooBArX); // [8, 6, 7, 9]

### 没有单独的this

在箭头函数出现之前，每一个新函数根据它是被如何调用的来定义这个函数的 this 值：

* 如果该函数是一个构造函数，this 指针指向一个新的对象
* 在严格模式下的函数调用下，this 指向undefined
* 如果该函数是一个对象的方法，则它的 this 指针指向这个对象

This被证明是令人厌烦的面向对象风格的编程。

function Person() {

// Person() 构造函数定义 `this`作为它自己的实例。

this.age = 0;

setInterval(function growUp() {

// 在非严格模式，growUp() 函数定义 `this`作为全局对象，

// 与在 Person() 构造函数中定义的 `this`并不相同。

this.age++;

}, 1000);

}

var p = new Person();

在ECMAScript 3/5 中，通过将this值分配给封闭的变量，可以解决this问题。

function Person() {

var that = this;

that.age = 0;

setInterval(function growUp() {

// 回调引用的是`that`变量，其值是预期的对象。

that.age++;

}, 1000);

}

可以创建绑定函数，以便将预先分配的this值传递到绑定的目标函数（上述示例中的growUp()函数）。

箭头函数不会创建自己的this，它只会从自己的作用域链的上一层继承 this。因此，在下面的代码中，传递给setInterval的函数内的this与封闭函数中的this值相同：

function Person(){

this.age = 0;

setInterval(() => {

this.age++; // |this| 正确地指向 p 实例

}, 1000);

}

var p = new Person();

### 与严格模式的关系

鉴于 this 是词法层面上的，严格模式中与 this 相关的规则都将被忽略。

var f = () => { 'use strict'; return this; };

f() === window; // 或者 global

严格模式的其他规则依然不变。

### 调用

由于箭头函数没有自己的 this 指针，通过call()或apply()方法调用一个函数时，只能传递参数（不能绑定this---译者注），他们的第一个参数会被忽略。（这种现象对于bind方法同样成立）

var adder = {

base : 1,

add : function(a) {

var f = v => v + this.base;

return f(a);

},

addThruCall: function(a) {

var f = v => v + this.base;

var b = {

base : 2

};

return f.call(b, a);

}

};

console.log(adder.add(1)); // 输出 2

console.log(adder.addThruCall(1)); // 仍然输出 2

### 不绑定arguments

箭头函数不绑定Arguments 对象。因此，在本示例中，arguments只是引用了封闭作用域内的 arguments：

var arguments = [1, 2, 3];

var arr = () => arguments[0];

arr(); // 1

function foo(n) {

var f = () => arguments[0] + n; // 隐式绑定 foo 函数的 arguments 对象. arguments[0] 是 n，即传给 foo 函数的第一个参数

return f();

}

foo(1); // 2

foo(2); // 4

foo(3); // 6

foo(3,2);//6

在大多数情况下，使用剩余参数是相较使用arguments对象的更好选择。

function foo(arg) {

var f = (...args) => args[0];

return f(arg);

}

foo(1); // 1

function foo(arg1,arg2) {

var f = (...args) => args[1];

return f(arg1,arg2);

}

foo(1,2); //2

### 箭头函数作为方法

如上所述，箭头函数表达式对非方法函数是最合适的。但是也可以作为方法来使用的。

'use strict';

var obj = {

i: 10,

b: () => console.log(this.i, this),

c: function() {

console.log( this.i, this)

}

}

obj.b();

// undefined, Window{...}

obj.c();

// 10, Object {...}

箭头函数没有定义 this 绑定。

'use strict';

var obj = {

a: 10

};

Object.defineProperty(obj, "b", {

get: () => {

console.log(this.a, typeof this.a, this);

return this.a+10;

// 代表全局对象 'Window', 因此 'this.a' 返回 'undefined'

}

});

obj.b; // undefined "undefined" Window {postMessage: ƒ, blur: ƒ, focus: ƒ, close: ƒ, frames: Window, …}

### 使用 new 操作符

箭头函数不能用作构造器，和 new一起用会抛出错误。

var Foo = () => {};

var foo = new Foo(); // TypeError: Foo is not a constructor
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### 使用prototype属性

箭头函数没有prototype属性。

var Foo = () => {};

console.log(Foo.prototype); // undefined
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### 使用 yield 关键字

yield 关键字通常不能在箭头函数中使用（除非是嵌套在允许使用的函数内）。因此，箭头函数不能用作函数生成器。

## 函数体

箭头函数可以有一个“简写体”或常见的“块体”。在一个简写体中，只需要一个表达式，并附加一个隐式的返回值。在块体中，必须使用明确的return语句。

var func = x => x \* x;

// 简写函数 省略 return

var func = (x, y) => { return x + y; };

//常规编写 明确的返回值

## 返回对象字面量

用params => {object:literal}这种简单的语法返回对象字面量是行不通的。

var func = () => { foo: 1 };

// Calling func() returns undefined!

var func = () => { foo: function() {} };

// SyntaxError: function statement requires a name Copy to Clipboard

这是因为花括号（{} ）里面的代码被解析为一系列语句（即 foo 被认为是一个标签，而非对象字面量的组成部分）。所以，得用圆括号把对象字面量包起来：

var func = () => ({foo: 1});

## 换行

箭头函数在参数和箭头之间不能换行。

var func = ()

=> 1;

// SyntaxError: expected expression, got '=>'
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但是，可以通过在 ‘=>’ 之后换行，或者用 ‘( )’、'{ }'来实现换行，如下：

var func = (a, b, c) =>

1;

var func = (a, b, c) => (

1

);

var func = (a, b, c) => {

return 1

};

var func = (

a,

b,

c

) => 1;

// 不会有语法错误

## 解析顺序

虽然箭头函数中的箭头不是运算符，但箭头函数具有与常规函数不同的特殊运算符优先级解析规则。

# 类

类是用于创建对象的模板。他们用代码封装数据以处理该数据。 JS 中的类建立在原型上，但也具有某些语法和语义未与 ES5 类相似语义共享。

## 定义类

实际上，类是“特殊的函数”，就像你能够定义的函数表达式和函数声明一样，类语法有两个组成部分：类表达式和类声明。

### 类声明

定义类的一种方法是使用类声明。要声明一个类，你可以使用带有class关键字的类名

class Rectangle {

constructor(height, width) {

this.height = height;

this.width = width;

}

}

函数声明和类声明之间的一个重要区别在于，函数声明会提升，类声明不会。你首先需要声明你的类，然后再访问它，否则类似以下的代码将抛出ReferenceError：

let p = new Rectangle(); // ReferenceError

class Rectangle {}

### 类表达式

类表达式是定义类的另一种方法。类表达式可以命名或不命名。命名类表达式的名称是该类体的局部名称。

// 未命名/匿名类

let Rectangle = class {

constructor(height, width) {

this.height = height;

this.width = width;

}

};

console.log(Rectangle.name);

// output: "Rectangle"

// 命名类

let Rectangle = class Rectangle2 {

constructor(height, width) {

this.height = height;

this.width = width;

}

};

console.log(Rectangle.name);

// 输出: "Rectangle2"

## 类体和方法定义

一个类的类体是一对花括号/大括号 {} 中的部分。这是你定义类成员的位置，如方法或构造函数。

### 严格模式

类声明和类表达式的主体都执行在严格模式下。比如，构造函数，静态方法，原型方法，getter 和 setter 都在严格模式下执行。

### 构造函数

constructor方法是一个特殊的方法，这种方法用于创建和初始化一个由class创建的对象。一个类只能拥有一个名为 “constructor”的特殊方法。如果类包含多个constructor的方法，则将抛出 一个SyntaxError 。一个构造函数可以使用 super 关键字来调用一个父类的构造函数。

### 原型方法

class Rectangle {

// constructor

constructor(height, width) {

this.height = height;

this.width = width;

}

// Getter

get area() {

return this.calcArea()

}

// Method

calcArea() {

return this.height \* this.width;

}

}

const square = new Rectangle(10, 10);

console.log(square.area);

// 100

### 静态方法

static 关键字用来定义一个类的一个静态方法。调用静态方法不需要实例化该类，但不能通过一个类实例调用静态方法。静态方法通常用于为一个应用程序创建工具函数。

class Point {

constructor(x, y) {

this.x = x;

this.y = y;

}

static displayName = "Point";

static distance(a, b) {

const dx = a.x - b.x;

const dy = a.y - b.y;

return Math.hypot(dx, dy);

}

}

const p1 = new Point(5, 5);

const p2 = new Point(10,10);

p1.displayName;

// undefined

p1.distance;

// undefined

console.log(Point.displayName);

// "Point"

console.log(Point.distance(p1, p2));

// 7.0710678118654755

### 绑定 this

当调用静态或原型方法时没有指定 this 的值，那么方法内的 this 值将被置为 undefined。即使你未设置 "use strict" ，因为 class 体内部的代码总是在严格模式下执行。

class Animal {

speak() {

return this;

}

static eat() {

return this;

}

}

let obj = new Animal();

obj.speak(); // Animal {}

let speak = obj.speak;

speak(); // undefined

Animal.eat() // class Animal

let eat = Animal.eat;

eat(); // undefined

上述代码通过传统的基于函数的语法来实现，那么依据初始的 this 值，在非严格模式下方法调用会发生自动装箱。若初始值是 undefined，this 值会被设为全局对象。严格模式下不会发生自动装箱，this 值将保留传入状态。

function Animal() { }

Animal.prototype.speak = function() {

return this;

}

Animal.eat = function() {

return this;

}

let obj = new Animal();

let speak = obj.speak;

speak(); // global object

let eat = Animal.eat;

eat(); // global object

### 实例属性

实例的属性必须定义在类的方法里：

class Rectangle {

constructor(height, width) {

this.height = height;

this.width = width;

}

}

静态的或原型的数据属性必须定义在类定义的外面。

Rectangle.staticWidth = 20;

Rectangle.prototype.prototypeWidth = 25;

### 字段声明

公共和私有字段声明是 JavaScript 标准委员会TC39提出的实验性功能（第 3 阶段）。浏览器中的支持是有限的，但是可以通过Babel等系统构建后使用此功能。

使用 JavaScript 字段声明语法声明共有字段，上面的示例可以写成：

class Rectangle {

height = 0;

width;

constructor(height, width) {

this.height = height;

this.width = width;

}

}

通过预先声明字段，类定义变得更加自我记录，并且字段始终存在。正如上面看到的，这个字段可以用也可以不用默认值来声明。

使用私有字段，可以按以下方式细化定义。

class Rectangle {

#height = 0;

#width;

constructor(height, width) {

this.#height = height;

this.#width = width;

}

}

从类外部引用私有字段是错误的。它们只能在类里面中读取或写入。通过定义在类外部不可见的内容，可以确保类的用户不会依赖于内部，因为内部可能在不同版本之间发生变化。私有字段仅能在字段声明中预先定义。

## extends 扩展子类

extends 关键字在 类声明 或 类表达式 中用于创建一个类作为另一个类的一个子类。

class Animal {

constructor(name) {

this.name = name;

}

speak() {

console.log(`${this.name} makes a noise.`);

}

}

class Dog extends Animal {

constructor(name) {

super(name); // 调用超类构造函数并传入 name 参数

}

speak() {

console.log(`${this.name} barks.`);

}

}

var d = new Dog('Mitzie');

d.speak();// 'Mitzie barks.'

如果子类中定义了构造函数，那么它必须先调用 super() 才能使用 this 。也可以继承传统的基于函数的“类”：

function Animal (name) {

this.name = name;

}

Animal.prototype.speak = function () {

console.log(this.name + ' makes a noise.');

}

class Dog extends Animal {

speak() {

super.speak();

console.log(this.name + ' barks.');

}

}

var d = new Dog('Mitzie');

d.speak();//Mitzie makes a noise. Mitzie barks.
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请注意，类不能继承常规对象（不可构造的）。如果要继承常规对象，可以改用Object.setPrototypeOf()：

var Animal = {

speak() {

console.log(this.name + ' makes a noise.');

}

};

class Dog {

constructor(name) {

this.name = name;

}

}

Object.setPrototypeOf(Dog.prototype, Animal);// 如果不这样做，在调用 speak 时会返回 TypeError

var d = new Dog('Mitzie');

d.speak(); // Mitzie makes a noise.

## Species

你可能希望在派生数组类 MyArray 中返回 Array对象。这种 species 方式允许你覆盖默认的构造函数。例如，当使用像map()返回默认构造函数的方法时，您希望这些方法返回一个父Array对象，而不是MyArray对象。Symbol.species 符号可以让你这样做：

class MyArray extends Array {

// Overwrite species to the parent Array constructor

static get [Symbol.species]() { return Array; }

}

var a = new MyArray(1,2,3);

var mapped = a.map(x => x \* x);

console.log(mapped instanceof MyArray);

// false

console.log(mapped instanceof Array);

// true

## super 调用超类

super 关键字用于调用对象的父对象上的函数。

class Cat {

constructor(name) {

this.name = name;

}

speak() {

console.log(this.name + ' makes a noise.');

}

}

class Lion extends Cat {

speak() {

super.speak();

console.log(this.name + ' roars.');

}

}

## Mix-ins / 混入

抽象子类或者 mix-ins 是类的模板。 一个 ECMAScript 类只能有一个单超类，所以想要从工具类来多重继承的行为是不可能的。子类继承的只能是父类提供的功能性。因此，例如，从工具类的多重继承是不可能的。该功能必须由超类提供。

一个以超类作为输入的函数和一个继承该超类的子类作为输出可以用于在 ECMAScript 中实现混合：

var calculatorMixin = Base => class extends Base {

calc() { }

};

var randomizerMixin = Base => class extends Base {

randomize() { }

};
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使用 mix-ins 的类可以像下面这样写：

class Foo { }

class Bar extends calculatorMixin(randomizerMixin(Foo)) { }

# 增强的对象文字

对象文字被扩展为支持在构造时设置原型、foo: foo赋值的简写、定义方法、进行超级调用以及使用表达式计算属性名称。同时，它们还使对象字面量和类声明更紧密地结合在一起，并让基于对象的设计受益于一些相同的便利。

var obj = {

// \_\_proto\_\_

\_\_proto\_\_: theProtoObj,

// Shorthand for ‘handler: handler’

handler,

// Methods

toString() {

// Super calls

return "d " + super.toString();

},

// Computed (dynamic) property names

[ 'prop\_' + (() => 42)() ]: 42

};

# 模板字符串

模板字面量 是允许嵌入表达式的字符串字面量。你可以使用多行字符串和字符串插值功能。它们在 ES2015 规范的先前版本中被称为“模板字符串”。

## 语法

`string text`

`string text line 1

string text line 2`

`string text ${expression} string text`

tag `string text ${expression} string text`

## 描述

模板字符串使用反引号 (` `) 来代替普通字符串中的用双引号和单引号。模板字符串可以包含特定语法（${expression}）的占位符。占位符中的表达式和周围的文本会一起传递给一个默认函数，该函数负责将所有的部分连接起来，如果一个模板字符串由表达式开头，则该字符串被称为带标签的模板字符串，该表达式通常是一个函数，它会在模板字符串处理后被调用，在输出最终结果前，你都可以通过该函数来对模板字符串进行操作处理。在模版字符串内使用反引号（`）时，需要在它前面加转义符（\）。

`\`` === "`" // --> true

### 多行字符串

在新行中插入的任何字符都是模板字符串中的一部分，使用普通字符串，你可以通过以下的方式获得多行字符串：

console.log('string text line 1\n' + 'string text line 2');

// "string text line 1

// string text line 2"

要获得同样效果的多行字符串，只需使用如下代码：

console.log(`string text line 1

string text line 2`);

// "string text line 1

// string text line 2"

### 插入表达式

在普通字符串中嵌入表达式，必须使用如下语法：

var a = 5;

var b = 10;

console.log('Fifteen is ' + (a + b) + ' and\nnot ' + (2 \* a + b) + '.');

// "Fifteen is 15 and

// not 20."
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现在通过模板字符串，我们可以使用一种更优雅的方式来表示：

var a = 5;

var b = 10;

console.log(`Fifteen is ${a + b} and

not ${2 \* a + b}.`);

// "Fifteen is 15 and

// not 20."

### 嵌套模板

在某些时候，嵌套模板是具有可配置字符串的最简单也是更可读的方法。 在模板中，只需在模板内的占位符 ${ } 内使用它们，就可以轻松地使用内部反引号。 例如，如果条件 a 是真的，那么返回这个模板化的文字。

ES5:

var classes = 'header'

classes += (isLargeScreen() ?

'' : item.isCollapsed ?

' icon-expander' : ' icon-collapser');
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在 ES2015 中使用模板文字而没有嵌套：

const classes = `header ${ isLargeScreen() ? '' :

(item.isCollapsed ? 'icon-expander' : 'icon-collapser') }`;
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在 ES2015 的嵌套模板字面量中：

const classes = `header ${ isLargeScreen() ? '' :

`icon-${item.isCollapsed ? 'expander' : 'collapser'}` }`;

### 带标签的模板字符串

更高级的形式的模板字符串是带标签的模板字符串。标签使您可以用函数解析模板字符串。标签函数的第一个参数包含一个字符串值的数组。其余的参数与表达式相关。最后，你的函数可以返回处理好的的字符串（或者它可以返回完全不同的东西 , 如下个例子所述）。用于该标签的函数的名称可以被命名为任何名字。

let person = 'Mike';

let age = 28;

function myTag(strings, personExp, ageExp) {

let str0 = strings[0]; // "That "

let str1 = strings[1]; // " is a "

let str2 = strings[2]; // "."

let ageStr;

if (ageExp > 99){

ageStr = 'centenarian';

} else {

ageStr = 'youngster';

}

// We can even return a string built using a template literal

return `${str0}${personExp}${str1}${ageStr}${str2}`;

}

let output = myTag`That ${ person } is a ${ age }.`;

console.log(output);

// That Mike is a youngster.

正如下面例子所展示的，标签函数并不一定需要返回一个字符串。

function template(strings, ...keys) {

return (function(...values) {

var dict = values[values.length - 1] || {};

var result = [strings[0]];

keys.forEach(function(key, i) {

var value = Number.isInteger(key) ? values[key] : dict[key];

result.push(value, strings[i + 1]);

});

return result.join('');

});

}

var t1Closure = template`${0}${1}${0}!`;

t1Closure('Y', 'A'); // "YAY!"

var t2Closure = template`${0} ${'foo'}!`;

t2Closure('Hello', {foo: 'World'}); // "Hello World!"

### 原始字符串

在标签函数的第一个参数中，存在一个特殊的属性raw ，我们可以通过它来访问模板字符串的原始字符串，而不经过特殊字符的替换。

function tag(strings) {

console.log(strings.raw[0]);

}

tag`string text line 1 \n string text line 2`;

// logs "string text line 1 \n string text line 2" ,

// including the two characters '\' and 'n'

使用String.raw() 方法创建原始字符串和使用默认模板函数和字符串连接创建是一样的。

var str = String.raw`Hi\n${2+3}!`;var`Hi\n${2+3}

// "Hi\\n5!"

str.length;.

// 6

str.split('').join(',');.

// "H,i,\\,n,5,!"

### 带标签的模版字面量及转义序列

自 ES2016 起，带标签的模版字面量遵守以下转义序列的规则：

* Unicode 字符以"\u"开头，例如\u00A9
* Unicode 码位用"\u{}"表示，例如\u{2F804}
* 十六进制以"\x"开头，例如\xA9
* 八进制以"\"和数字开头，例如\251

这表示类似下面这种带标签的模版是有问题的，因为对于每一个 ECMAScript 语法，解析器都会去查找有效的转义序列，但是只能得到这是一个形式错误的语法：

latex`\unicode`

// 在较老的 ECMAScript 版本中报错（ES2016 及更早）

// SyntaxError: malformed Unicode character escape sequence

# 解构赋值

解构赋值语法是一种 Javascript 表达式。通过解构赋值，可以将属性/值从对象/数组中取出，赋值给其他变量。

let a, b, rest;

[a, b] = [10, 20];

console.log(a);

// expected output: 10

console.log(b);

// expected output: 20

[a, b, ...rest] = [10, 20, 30, 40, 50];

console.log(rest);

// expected output: Array [30,40,50]

## 语法

var a, b, rest;

[a, b] = [10, 20];

console.log(a); // 10

console.log(b); // 20

[a, b, ...rest] = [10, 20, 30, 40, 50];

console.log(a); // 10

console.log(b); // 20

console.log(rest); // [30, 40, 50]

({ a, b } = { a: 10, b: 20 });

console.log(a); // 10

console.log(b); // 20

// Stage 4（已完成）提案中的特性

({a, b, ...rest} = {a: 10, b: 20, c: 30, d: 40});

console.log(a); // 10

console.log(b); // 20

console.log(rest); // {c: 30, d: 40}

## 描述

对象和数组逐个对应表达式，或称对象字面量和数组字面量，提供了一种简单的定义一个特定的数据组的方法。

var x = [1, 2, 3, 4, 5];
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解构赋值使用了相同的语法，不同的是在表达式左边定义了要从原变量中取出什么变量。

var x = [1, 2, 3, 4, 5];

var [y, z] = x;

console.log(y); // 1

console.log(z); // 2

JavaScript 中，解构赋值的作用类似于 Perl 和 Python 语言中的相似特性。

## 解构数组

### 变量声明并赋值时的解构

var foo = ["one", "two", "three"];

var [one, two, three] = foo;

console.log(one); // "one"

console.log(two); // "two"

console.log(three); // "three"

### 变量先声明后赋值时的解构

通过解构分离变量的声明，可以为一个变量赋值。

var a, b;

[a, b] = [1, 2];

console.log(a); // 1

console.log(b); // 2

### 默认值

为了防止从数组中取出一个值为undefined的对象，可以在表达式左边的数组中为任意对象预设默认值。

var a, b;

[a=5, b=7] = [1];

console.log(a); // 1

console.log(b); // 7

### 交换变量

在一个解构表达式中可以交换两个变量的值。没有解构赋值的情况下，交换两个变量需要一个临时变量。

var a = 1;

var b = 3;

[a, b] = [b, a];

console.log(a); // 3

console.log(b); // 1

### 函数返回的数组

从一个函数返回一个数组是十分常见的情况。解构使得处理返回值为数组时更加方便。在下面例子中，要让 [1, 2] 成为函数的 f() 的输出值，可以使用解构在一行内完成解析。

function f() {

return [1, 2];

}

var a, b;

[a, b] = f();

console.log(a); // 1

console.log(b); // 2

### 忽略某些返回值

你也可以忽略你不感兴趣的返回值：

function f() {

return [1, 2, 3];

}

var [a, , b] = f();

console.log(a); // 1

console.log(b); // 3

你也可以忽略全部返回值：

[,,] = f();

### 将剩余数组赋值给一个变量

当解构一个数组时，可以使用剩余模式，将数组剩余部分赋值给一个变量。

var [a, ...b] = [1, 2, 3];

console.log(a); // 1

console.log(b); // [2, 3]
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注意：如果剩余元素右侧有逗号，会抛出 SyntaxError，因为剩余元素必须是数组的最后一个元素。

var [a, ...b,] = [1, 2, 3];

// SyntaxError: rest element may not have a trailing comma

### 用正则表达式匹配提取值

用正则表达式的 exec() 方法匹配字符串会返回一个数组，该数组第一个值是完全匹配正则表达式的字符串，然后的值是匹配正则表达式括号内内容部分。解构赋值允许你轻易地提取出需要的部分，忽略完全匹配的字符串——如果不需要的话。

function parseProtocol(url) {

var parsedURL = /^(\w+)\:\/\/([^\/]+)\/(.\*)$/.exec(url);

if (!parsedURL) {

return false;

}

console.log(parsedURL); // ["https://developer.mozilla.org/en-US/Web/JavaScript", "https", "developer.mozilla.org", "en-US/Web/JavaScript"]

var [, protocol, fullhost, fullpath] = parsedURL;

return protocol;

}

console.log(parseProtocol('https://developer.mozilla.org/en-US/Web/JavaScript')); // "https"

## 解构对象

### 基本赋值

var o = {p: 42, q: true};

var {p, q} = o;

console.log(p); // 42

console.log(q); // true

### 无声明赋值

一个变量可以独立于其声明进行解构赋值。

var a, b;

({a, b} = {a: 1, b: 2});

赋值语句周围的圆括号 ( ... ) 在使用对象字面量无声明解构赋值时是必须的。{a, b} = {a: 1, b: 2} 不是有效的独立语法，因为左边的 {a, b} 被认为是一个块而不是对象字面量。然而，({a, b} = {a: 1, b: 2}) 是有效的，正如 var {a, b} = {a: 1, b: 2}。你的 ( ... ) 表达式之前需要有一个分号，否则它可能会被当成上一行中的函数执行。

### 给新的变量名赋值

可以从一个对象中提取变量并赋值给和对象属性名不同的新的变量名。

var o = {p: 42, q: true};

var {p: foo, q: bar} = o;

console.log(foo); // 42

console.log(bar); // true

### 默认值

变量可以先赋予默认值。当要提取的对象对应属性解析为 undefined，变量就被赋予默认值。

var {a = 10, b = 5} = {a: 3};

console.log(a); // 3

console.log(b); // 5

### 给新的变量命名并提供默认值

一个属性可以同时：

* 从一个对象解构，并分配给一个不同名称的变量；
* 分配一个默认值，以防未解构的值是 undefined。

var {a:aa = 10, b:bb = 5} = {a: 3};

console.log(aa); // 3

console.log(bb); // 5

### 函数参数默认值

ES5 版本：

function drawES5Chart(options) {

options = options === undefined ? {} : options;

var size = options.size === undefined ? 'big' : options.size;

var cords = options.cords === undefined ? { x: 0, y: 0 } : options.cords;

var radius = options.radius === undefined ? 25 : options.radius;

console.log(size, cords, radius);

// now finally do some chart drawing

}

drawES5Chart({

cords: { x: 18, y: 30 },

radius: 30

});
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ES2015 版本：

function drawES2015Chart({size = 'big', cords = { x: 0, y: 0 }, radius = 25} = {})

{

console.log(size, cords, radius);

// do some chart drawing

}

drawES2015Chart({

cords: { x: 18, y: 30 },

radius: 30

});

在上面的 drawES2015Chart 的函数签名中，解构的左手边被分配给右手边的空对象字面值：{size = 'big', cords = {x: 0, y: 0}, radius = 25} = {}。你也可以在没有右侧分配的情况下编写函数。但是，如果你忽略了右边的赋值，那么函数会在被调用的时候查找至少一个被提供的参数，而在当前的形式下，你可以直接调用 drawES2015Chart() 而不提供任何参数。

### 解构嵌套对象和数组

const metadata = {

title: 'Scratchpad',

translations: [

{

locale: 'de',

localization\_tags: [],

last\_edit: '2014-04-14T08:43:37',

url: '/de/docs/Tools/Scratchpad',

title: 'JavaScript-Umgebung'

}

],

url: '/en-US/docs/Tools/Scratchpad'

};

let {

title: englishTitle, // rename

translations: [

{

title: localeTitle, // rename

},

],

} = metadata;

console.log(englishTitle); // "Scratchpad"

console.log(localeTitle); // "JavaScript-Umgebung"

### For of 迭代和解构

var people = [

{

name: 'Mike Smith',

family: {

mother: 'Jane Smith',

father: 'Harry Smith',

sister: 'Samantha Smith'

},

age: 35

},

{

name: 'Tom Jones',

family: {

mother: 'Norah Jones',

father: 'Richard Jones',

brother: 'Howard Jones'

},

age: 25

}

];

for (var {name: n, family: {father: f}} of people) {

console.log('Name: ' + n + ', Father: ' + f);

}

// "Name: Mike Smith, Father: Harry Smith"

// "Name: Tom Jones, Father: Richard Jones"

### 从函数实参的对象中提取数据

function userId({id}) {

return id;

}

function whois({displayName: displayName, fullName: {firstName: name}}){

console.log(displayName + " is " + name);

}

var user = {

id: 42,

displayName: "jdoe",

fullName: {

firstName: "John",

lastName: "Doe"

}

};

console.log("userId: " + userId(user)); // "userId: 42"

whois(user); // "jdoe is John"

这段代码从 user 对象中提取并输出id、displayName 和 firstName。

### 对象属性计算名和解构

计算属性名，如 object literals，可以被解构。

let key = "z";

let { [key]: foo } = { z: "bar" };

console.log(foo); // "bar"

### 解构对象时会查找原型链

解构对象时会查找原型链（如果属性不在对象自身，将从原型链中查找）

// 声明对象 和 自身 self 属性

var obj = {self: '123'};

// 在原型链中定义一个属性 prot

obj.\_\_proto\_\_.prot = '456';

// test

const {self, prot} = obj;

// self "123"

// prot "456"（访问到了原型链）

# 默认参数值

函数默认参数允许在没有值或undefined被传入时使用默认形参。

function multiply(a, b = 1) {

return a \* b;

}

console.log(multiply(5, 2));

// expected output: 10

console.log(multiply(5));

// expected output: 5

## 语法

function [name]([param1[ = defaultValue1 ][, ..., paramN[ = defaultValueN ]]]) {

statements

}

## 描述

JavaScript 中函数的参数默认是undefined。然而，在某些情况下可能需要设置一个不同的默认值。这是默认参数可以帮助的地方。以前，一般设置默认参数的方法是在函数体测试参数是否为undefined，如果是的话就设置为默认的值。下面的例子中，如果在调用multiply时，参数b的值没有提供，那么它的值就为undefined。如果直接执行a \* b，函数会返回 NaN。

function multiply(a, b) {

return a \* b;

}

multiply(5, 2); // 10

multiply(5); // NaN !

为了防止这种情况，第二行代码解决了这个问题，其中如果只使用一个参数调用multiply，则b设置为1：

function multiply(a, b) {

b = (typeof b !== 'undefined') ? b : 1;

return a \* b;

}

multiply(5, 2); // 10

multiply(5); // 5
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有了默认参数，我们不需要再在函数体内做不必要的检查。现在你可以在函数头将b的默认值置为1：

function multiply(a, b = 1) {

return a \* b;

}

multiply(5, 2); // 10

multiply(5); // 5

## 示例

### 传入 undefined vs 其他假值

在第二次调用中，即使第一个参数在调用时显式设置为undefined（虽然不是null或其他falsy值），但是num参数的值是默认值。

function test(num = 1) {

console.log(typeof num);

}

test(); // 'number' (num is set to 1)

test(undefined); // 'number' (num is set to 1 too)

// test with other falsy values:

test(''); // 'string' (num is set to '')

test(null); // 'object' (num is set to null)

### 调用时解析

在函数被调用时，参数默认值会被解析，所以不像 Python 中的例子，每次函数调用时都会创建一个新的参数对象。

function append(value, array = []) {

array.push(value);

return array;

}

append(1); //[1]

append(2); //[2], not [1, 2]

这个规则对于函数和变量也是适用的。

function callSomething(thing = something()) {

return thing;

}

let numberOfTimesCalled = 0;

function something() {

numberOfTimesCalled += 1;

return numberOfTimesCalled;

}

callSomething(); // 1

callSomething(); // 2

### 默认参数可用于后面的默认参数

已经遇到的参数可用于以后的默认参数：

function greet(name, greeting, message = greeting + ' ' + name) {

return [name, greeting, message];

}

greet('David', 'Hi'); // ["David", "Hi", "Hi David"]

greet('David', 'Hi', 'Happy Birthday!'); // ["David", "Hi", "Happy Birthday!"]

### 函数嵌套定义

在函数体内的函数声明不能引用内部的默认参数，并且会在 SpiderMonkey 抛出一个ReferenceError（现在是 TypeError）。默认参数总是会被首先执行，而在函数体内部的函数声明会在之后生效。

// Doesn't work! Throws ReferenceError.

function f(a = go()) {

function go() { return ':P'; }

}

### 默认参数之后非默认参数

以下代码会造成SyntaxError错误。这已经修复，并在以后的版本中按预期方式工作。参数仍然设置为从左到右，覆盖默认参数，即使后面的参数没有默认值。

function f(x = 1, y) {

return [x, y];

}

f(); // [1, undefined]

f(2); // [2, undefined]

### 有默认值的解构参数

通过解构赋值为参数赋值：

function f([x, y] = [1, 2], {z: z} = {z: 3}) {

return x + y + z;

}

f(); // 6

# 剩余参数

剩余参数语法允许我们将一个不定数量的参数表示为一个数组。

function sum(...theArgs) {

return theArgs.reduce((previous, current) => {

return previous + current;

});

}

console.log(sum(1, 2, 3));

// expected output: 6

console.log(sum(1, 2, 3, 4));

// expected output: 10

## 语法

function(a, b, ...theArgs) {

// ...

}

## 描述

如果函数的最后一个命名参数以...为前缀，则它将成为一个由剩余参数组成的真数组，其中从0（包括）到theArgs.length（排除）的元素由传递给函数的实际参数提供。在上面的例子中，theArgs将收集该函数的第三个参数（因为第一个参数被映射到a，而第二个参数映射到b）和所有后续参数。

剩余参数和 arguments对象的区别，剩余参数和 arguments对象之间的区别主要有三个：

* 剩余参数只包含那些没有对应形参的实参，而 arguments 对象包含了传给函数的所有实参。
* arguments对象不是一个真正的数组，而剩余参数是真正的 Array实例，也就是说你能够在它上面直接使用所有的数组方法，比如 sort，map，forEach或pop。
* arguments对象还有一些附加的属性 （如callee属性）。

引入了剩余参数来减少由参数引起的样板代码。

// Before rest parameters, "arguments" could be converted to a normal array using:

function f(a, b) {

var normalArray = Array.prototype.slice.call(arguments);

// -- or --

var normalArray = [].slice.call(arguments);

// -- or --

var normalArray = Array.from(arguments);

var first = normalArray.shift(); // OK, gives the first argument

var first = arguments.shift(); // ERROR (arguments is not a normal array)

}

// Now we can easily gain access to a normal array using a rest parameter

function f(...args) {

var normalArray = args;

var first = normalArray.shift(); // OK, gives the first argument

}

解构剩余参数，剩余参数可以被解构，这意味着他们的数据可以被解包到不同的变量中。

function f(...[a, b, c]) {

return a + b + c;

}

f(1) // NaN (b and c are undefined)

f(1, 2, 3) // 6

f(1, 2, 3, 4) // 6 (the fourth parameter is not destructured)

## 示例

因为theArgs是个数组，所以你可以使用length属性得到剩余参数的个数：

function fun1(...theArgs) {

alert(theArgs.length);

}

fun1(); // 弹出 "0", 因为 theArgs 没有元素

fun1(5); // 弹出 "1", 因为 theArgs 只有一个元素

fun1(5, 6, 7); // 弹出 "3", 因为 theArgs 有三个元素

下例中，剩余参数包含了从第二个到最后的所有实参，然后用第一个实参依次乘以它们：

function multiply(multiplier, ...theArgs) {

return theArgs.map(function (element) {

return multiplier \* element;

});

}

var arr = multiply(2, 1, 2, 3);

console.log(arr); // [2, 4, 6]

下例中，剩余参数包含了从第二个到最后的所有实参，然后用第一个实参依次乘以它们：

function multiply(multiplier, ...theArgs) {

return theArgs.map(function (element) {

return multiplier \* element;

});

}

var arr = multiply(2, 1, 2, 3);

console.log(arr); // [2, 4, 6]

下例演示了你可以在剩余参数上使用任意的数组方法，而arguments对象不可以：

function sortRestArgs(...theArgs) {

var sortedArgs = theArgs.sort();

return sortedArgs;

}

alert(sortRestArgs(5,3,7,1)); // 弹出 1,3,5,7

function sortArguments() {

var sortedArgs = arguments.sort();

return sortedArgs; // 不会执行到这里

}

alert(sortArguments(5,3,7,1)); // 抛出 TypeError 异常:arguments.sort is not a function

为了在arguments对象上使用Array方法，它必须首先被转换为一个真正的数组。

function sortArguments() {

var args = Array.prototype.slice.call(arguments);

var sortedArgs = args.sort();

return sortedArgs;

}

console.log(sortArguments(5, 3, 7, 1)); // shows 1, 3, 5, 7

# 展开语法

展开语法 (Spread syntax), 可以在函数调用/数组构造时，将数组表达式或者 string 在语法层面展开；还可以在构造字面量对象时，将对象表达式按 key-value 的方式展开。(字面量一般指 [1, 2, 3] 或者 {name: "mdn"} 这种简洁的构造方式)

function sum(x, y, z) {

return x + y + z;

}

const numbers = [1, 2, 3];

console.log(sum(...numbers));

// expected output: 6

console.log(sum.apply(null, numbers));

// expected output: 6

## 语法

函数调用：

myFunction(...iterableObj);

字面量数组构造或字符串：

[...iterableObj, '4', ...'hello', 6];

构造字面量对象时，进行克隆或者属性拷贝（ECMAScript 2018 规范新增特性）：

let objClone = { ...obj };

## 示例

### 在函数调用时使用展开语法

等价于apply的方式，如果想将数组元素迭代为函数参数，一般使用Function.prototype.apply 的方式进行调用。

function myFunction(x, y, z) { }

var args = [0, 1, 2];

myFunction.apply(null, args);

有了展开语法，可以这样写：

function myFunction(x, y, z) { }

var args = [0, 1, 2];

myFunction(...args);

### 在new表达式中应用

使用 new 关键字来调用构造函数时，不能直接使用数组 + apply 的方式（apply 执行的是调用 [[Call]] , 而不是构造 [[Construct]]）。当然，有了展开语法，将数组展开为构造函数的参数就很简单了：

var dateFields = [1970, 0, 1]; // 1970 年 1 月 1 日

var d = new Date(...dateFields);

如果不使用展开语法，想将数组元素传给构造函数，实现方式可能是这样的：

function applyAndNew(constructor, args) {

function partial () {

return constructor.apply(this, args);

};

if (typeof constructor.prototype === "object") {

partial.prototype = Object.create(constructor.prototype);

}

return partial;

}

function myConstructor () {

console.log("arguments.length: " + arguments.length);

console.log(arguments);

this.prop1="val1";

this.prop2="val2";

};

var myArguments = ["hi", "how", "are", "you", "mr", null];

var myConstructorWithArguments = applyAndNew(myConstructor, myArguments);

console.log(new myConstructorWithArguments);

// (myConstructor 构造函数中): arguments.length: 6

// (myConstructor 构造函数中): ["hi", "how", "are", "you", "mr", null]

// ("new myConstructorWithArguments"中): {prop1: "val1", prop2: "val2"}

### 构造字面量数

没有展开语法的时候，只能组合使用 push, splice, concat 等方法，来将已有数组元素变成新数组的一部分。有了展开语法，通过字面量方式，构造新数组会变得更简单、更优雅：

var parts = ['shoulders', 'knees'];

var lyrics = ['head', ...parts, 'and', 'toes'];

// ["head", "shoulders", "knees", "and", "toes"]
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和参数列表的展开类似， ... 在构造字面量数组时，可以在任意位置多次使用。

### 数组拷贝 (copy)

var arr = [1, 2, 3];

var arr2 = [...arr]; // like arr.slice()

arr2.push(4);

// arr2 此时变成 [1, 2, 3, 4]

// arr 不受影响

实际上，展开语法和 Object.assign() 行为一致，执行的都是浅拷贝 (只遍历一层)。如果想对多维数组进行深拷贝，下面的示例就有些问题了。

var a = [[1], [2], [3]];

var b = [...a];

b.shift().shift(); // 1

// Now array a is affected as well: [[2], [3]]

### 连接多个数组

Array.concat 函数常用于将一个数组连接到另一个数组的后面。如果不使用展开语法，代码可能是下面这样的：

var arr1 = [0, 1, 2];

var arr2 = [3, 4, 5];

// 将 arr2 中所有元素附加到 arr1 后面并返回

var arr3 = arr1.concat(arr2);

使用展开语法：

var arr1 = [0, 1, 2];

var arr2 = [3, 4, 5];

var arr3 = [...arr1, ...arr2];

Array.unshift 方法常用于在数组的开头插入新元素/数组. 不使用展开语法，示例如下：

var arr1 = [0, 1, 2];

var arr2 = [3, 4, 5];

// 将 arr2 中的元素插入到 arr1 的开头

Array.prototype.unshift.apply(arr1, arr2) // arr1 现在是 [3, 4, 5, 0, 1, 2]

如果使用展开语法，代码如下: [请注意，这里使用展开语法创建了一个新的 arr1 数组， Array.unshift 方法则是修改了原本存在的 arr1 数组]:

var arr1 = [0, 1, 2];

var arr2 = [3, 4, 5];

arr1 = [...arr2, ...arr1]; // arr1 现在为 [3, 4, 5, 0, 1, 2]

### 构造字面量对象时使用展开语法

对字面量对象增加了展开特性。其行为是，将已有对象的所有可枚举 (enumerable) 属性拷贝到新构造的对象中。浅拷贝 (Shallow-cloning，不包含 prototype) 和对象合并，可以使用更简短的展开语法。而不必再使用 Object.assign() 方式。

var obj1 = { foo: 'bar', x: 42 };

var obj2 = { foo: 'baz', y: 13 };

var clonedObj = { ...obj1 };

// 克隆后的对象: { foo: "bar", x: 42 }

var mergedObj = { ...obj1, ...obj2 };

// 合并后的对象: { foo: "baz", x: 42, y: 13 }

Object.assign() 函数会触发 setters，而展开语法则不会。

不能替换或者模拟 Object.assign() 函数：

var obj1 = { foo: 'bar', x: 42 };

var obj2 = { foo: 'baz', y: 13 };

const merge = ( ...objects ) => ( { ...objects } );

var mergedObj = merge ( obj1, obj2);

// Object { 0: { foo: 'bar', x: 42 }, 1: { foo: 'baz', y: 13 } }

var mergedObj = merge ( {}, obj1, obj2);

// Object { 0: {}, 1: { foo: 'bar', x: 42 }, 2: { foo: 'baz', y: 13 } }

### 只能用于可迭代对象

在数组或函数参数中使用展开语法时，该语法只能用于 可迭代对象：

var obj = {'key1': 'value1'};

var array = [...obj]; // TypeError: obj is not iterable

在函数调用时使用展开语法，请注意不能超过 JavaScript 引擎限制的最大参数个数。

## 剩余语法（剩余参数）

剩余语法 (Rest syntax) 看起来和展开语法完全相同，不同点在于，剩余参数用于解构数组和对象。从某种意义上说，剩余语法与展开语法是相反的：展开语法将数组展开为其中的各个元素，而剩余语法则是将多个元素收集起来并“凝聚”为单个元素。剩余参数语法允许我们将一个不定数量的参数表示为一个数组。

function sum(...theArgs) {

let total = 0;

for (const arg of theArgs) {

total += arg;

}

return total;

}

console.log(sum(1, 2, 3));

// expected output: 6

console.log(sum(1, 2, 3, 4));

// expected output: 10

如果函数的最后一个命名参数以...为前缀，则它将成为一个由剩余参数组成的真数组，其中从0（包括）到theArgs.length（排除）的元素由传递给函数的实际参数提供。在上面的例子中，theArgs将收集该函数的第三个参数（因为第一个参数被映射到a，而第二个参数映射到b）和所有后续参数。剩余参数和 arguments对象之间的区别主要有三个：

* 剩余参数只包含那些没有对应形参的实参，而 arguments 对象包含了传给函数的所有实参。
* arguments对象不是一个真正的数组，而剩余参数是真正的 Array实例，也就是说你能够在它上面直接使用所有的数组方法，比如 sort，map，forEach或pop。
* arguments对象还有一些附加的属性 （如callee属性）。

# let 语句

let 语句声明一个块级作用域的局部变量，并可以初始化为一个值（可选）。

let x = 1;

if (x === 1) {

let x = 2;

console.log(x);

// expected output: 2

}

console.log(x);

// expected output: 1

## 语法

let name1 [= value1] [, name2 [= value2]] [, ..., nameN [= valueN];

* nameN：变量名，必须是合法的标识符。
* valueN：变量的初始值，可以是任意合法的表达式。
* 解构赋值语法来声明变量。

## 描述

let 允许你声明一个作用域被限制在块作用域中的变量、语句或者表达式。与 var 关键字不同的是，var 声明的变量作用域是全局或者整个函数块的。 var 和 let 的另一个重要区别，let 声明的变量不会在作用域中被提升，它是在编译时才初始化。

## 示例

### 作用域规则

let 声明的变量作用域只在其声明的块或子块内部，这一点，与 var 相似。二者之间最主要的区别在于 var 声明的变量的作用域是整个封闭函数。

function varTest() {

var x = 1;

{

var x = 2; // same variable!

console.log(x); // 2

}

console.log(x); // 2

}

function letTest() {

let x = 1;

{

let x = 2; // different variable

console.log(x); // 2

}

console.log(x); // 1

}

在全局作用域中，let 和 var 不一样，它不会在顶层对象上创建属性。例如：

var x = 'global';

let y = 'global';

console.log(this.x); // "global"

console.log(this.y); // undefined

### 模仿私有成员

在处理构造函数的时候，可以通过let声明而不是闭包来创建一个或多个私有成员。

var Thing;

{

let privateScope = new WeakMap();

let counter = 0;

Thing = function() {

this.someProperty = 'foo';

privateScope.set(this, {

hidden: ++counter,

});

};

Thing.prototype.showPublic = function() {

return this.someProperty;

};

Thing.prototype.showPrivate = function() {

return privateScope.get(this).hidden;

};

}

console.log(typeof privateScope); // "undefined"

var thing = new Thing();

console.log(thing); // Thing {someProperty: "foo"}

thing.showPublic(); // "foo"

thing.showPrivate(); // 1

### 重复声明

在同一个函数或块作用域中重复声明同一个变量会抛出 SyntaxError。

if (x) {

let foo;

let foo; // SyntaxError thrown.

}

在 switch 语句中也会触发这个错误，因为它是同一个块作用域。

let x = 1;

switch(x) {

case 0:

let foo;

break;

case 1:

let foo; // SyntaxError for redeclaration.

break;

}

然而，需要特别指出的是，一个嵌套在 case 子句中的块会创建一个新的块作用域的词法环境，就不会产生上诉重复声明的错误。

let x = 1;

switch(x) {

case 0: {

let foo;

break;

}

case 1: {

let foo;

break;

}

}

### 暂时性死区

let 变量在声明之前，不能够读写。如果声明中未指定初始值，则变量将使用 undefined 值初始化，在声明之前访问变量会导致 ReferenceError。与 var 变量不同，如果在声明前使用 var，变量将会被初始化为undefined。从块作用域的顶部一直到变量声明完成之前，这个变量处在暂时性死区（TDZ，temporal dead zone）。

{ // TDZ starts at beginning of scope

console.log(bar); // undefined

console.log(foo); // ReferenceError

var bar = 1;

let foo = 2; // End of TDZ (for foo)

}

使用术语 “temporal” 是因为区域取决于执行顺序（时间），而不是编写代码的顺序（位置）。例如，下面的代码会生效，是因为即使使用 let 变量的函数出现在变量声明之前，但函数的执行是在 TDZ 的外面。

{

// TDZ starts at beginning of scope

const func = () => console.log(letVar); // OK

// Within the TDZ letVar access throws `ReferenceError`

let letVar = 3; // End of TDZ (for letVar)

func(); // Called outside TDZ!

}

### 暂时性死区与 typeof

如果使用 typeof 检测在暂时性死区中的变量，会抛出 ReferenceError 异常：

// results in a 'ReferenceError'

console.log(typeof i);

let i = 10;

这与使用 typeof 检测值为 undefined 的未声明变量不同：

// prints out 'undefined'

console.log(typeof undeclaredVariable);

### 暂时性死区和词法作用域

以下代码会导致 ReferenceError：

function test() {

var foo = 33;

if(foo) {

let foo = (foo + 55); // ReferenceError

}

}

test();

由于外部变量 foo 有值，因此会执行 if 语句块，但是由于词法作用域，该值在块内不可用：if 快内的标识符 foo 是 let foo。表达式 (foo + 55) 会抛出异常，是因为 let foo 还没完成初始化，它仍然在暂时性死区里。

在以下情况下，这种现象可能会使您感到困惑。let n of n.a 已经在 for 循环块的私有范围内，因此，标识符 n.a 被解析为位于指令本身（let n）中的“ n ”对象的属性“ a ”。在没有执行到它的初始化语句之前，它仍旧存在于暂时性死区中。

function go(n) {

// n here is defined!

console.log(n); // Object {a: [1,2,3]}

for (let n of n.a) { // ReferenceError

console.log(n);

}

}

go({a: [1, 2, 3]});

### 其他情况

用在块级作用域中， let 将变量的作用域限制在块内， 而 var 声明的变量的作用域是在函数内。

var a = 1;

var b = 2;

if (a === 1) {

var a = 11; // the scope is global

let b = 22; // the scope is inside the if-block

console.log(a); // 11

console.log(b); // 22

}

console.log(a); // 11

console.log(b); // 2

然而，var 与 let 合并的声明方式会抛出 SyntaxError 错误，因为 var 会将变量提升至块的顶部，这会导致隐式地重复声明变量。

let x = 1;

{

var x = 2; // SyntaxError for re-declaration

}

# const语句

常量是块级范围的，非常类似用 let 语句定义的变量。但常量的值是无法（通过重新赋值）改变的，也不能被重新声明。

const number = 42;

try {

number = 99;

} catch (err) {

console.log(err);

// expected output: TypeError: invalid assignment to const `number'

// Note - error messages will vary depending on browser

}

console.log(number);

// expected output: 42

## 语法

const name1 = value1 [, name2 = value2 [, ... [, nameN = valueN]]];

* nameN：常量名称，可以是任意合法的标识符。
* valueN：常量值，可以是任意合法的表达式。

## 描述

此声明创建一个常量，其作用域可以是全局或本地声明的块。 与var变量不同，全局常量不会变为 window 对象的属性。需要一个常数的初始化器；也就是说，您必须在声明的同一语句中指定它的值（这是有道理的，因为以后不能更改）。

const声明创建一个值的只读引用。但这并不意味着它所持有的值是不可变的，只是变量标识符不能重新分配。例如，在引用内容是对象的情况下，这意味着可以改变对象的内容（例如，其参数）。关于“暂存死区”的所有讨论都适用于let和const。

一个常量不能和它所在作用域内的其他变量或函数拥有相同的名称。

## 示例

### const 基本用法

常量在声明的时候可以使用大小写，但通常情况下全部用大写字母。

// 定义常量 MY\_FAV 并赋值 7

const MY\_FAV = 7;

// 报错 - Uncaught TypeError: Assignment to constant variable.

MY\_FAV = 20;

// MY\_FAV is 7

console.log('my favorite number is: ' + MY\_FAV);

// 尝试重新声明会报错

// Uncaught SyntaxError: Identifier 'MY\_FAV' has already been declared

const MY\_FAV = 20;

// MY\_FAV 保留给上面的常量，这个操作会失败

var MY\_FAV = 20;

// 也会报错

let MY\_FAV = 20;

### 块作用域

if (MY\_FAV === 7) {

// 没问题，并且创建了一个块作用域变量 MY\_FAV

// (works equally well with let to declare a block scoped non const variable)

let MY\_FAV = 20;

// MY\_FAV 现在为 20

console.log('my favorite number is ' + MY\_FAV);

// 这被提升到全局上下文并引发错误

var MY\_FAV = 20;

}

// MY\_FAV 依旧为 7

console.log('my favorite number is ' + MY\_FAV);

### 常量要求一个初始值

常量可以定义成对象和数组：

const MY\_OBJECT = {'key': 'value'};

// 重写对象和上面一样会失败

// Uncaught TypeError: Assignment to constant variable.

MY\_OBJECT = {'OTHER\_KEY': 'value'};

// 对象属性并不在保护的范围内

// 下面这个声明会成功执行

MY\_OBJECT.key = 'otherValue'; // Use Object.freeze() to make object immutable

// 也可以用来定义数组

const MY\_ARRAY = [];

// 可以向数组填充数据

MY\_ARRAY.push('A'); // ["A"]

// 但是，将一个新数组赋给变量会引发错误

// Uncaught TypeError: Assignment to constant variable.

MY\_ARRAY = ['B'];

# for...of

for...of语句在可迭代对象（包括 Array，Map，Set，String，TypedArray，arguments 对象等等）上创建一个迭代循环，调用自定义迭代钩子，并为每个不同属性的值执行语句

const array1 = ['a', 'b', 'c'];

for (const element of array1) {

console.log(element);

}

// expected output: "a"

// expected output: "b"

// expected output: "c"

## 语法

for (variable of iterable) {

//statements

}

* variable：在每次迭代中，将不同属性的值分配给变量。
* iterable：被迭代枚举其属性的对象。

## 示例

### 迭代Array

let iterable = [10, 20, 30];

for (let value of iterable) {

value += 1;

console.log(value);

}

// 11

// 21

// 31

Copy to Clipboard

如果你不想修改语句块中的变量 , 也可以使用const代替let。

let iterable = [10, 20, 30];

for (const value of iterable) {

console.log(value);

}

// 10

// 20

// 30

### 迭代String

let iterable = "boo";

for (let value of iterable) {

console.log(value);

}

// "b"

// "o"

// "o"

### 迭代 TypedArray

let iterable = new Uint8Array([0x00, 0xff]);

for (let value of iterable) {

console.log(value);

}

// 0

// 255

### 迭代Map

let iterable = new Map([["a", 1], ["b", 2], ["c", 3]]);

for (let entry of iterable) {

console.log(entry);

}

// ["a", 1]

// ["b", 2]

// ["c", 3]

for (let [key, value] of iterable) {

console.log(value);

}

// 1

// 2

// 3

### 迭代 Set

let iterable = new Set([1, 1, 2, 2, 3, 3]);

for (let value of iterable) {

console.log(value);

}

// 1

// 2

// 3

Copy to Clipboard

迭代 arguments 对象

(function() {

for (let argument of arguments) {

console.log(argument);

}

})(1, 2, 3);

// 1

// 2

// 3

### 迭代 DOM 集合

迭代 DOM 元素集合，比如一个NodeList对象：下面的例子演示给每一个 article 标签内的 p 标签添加一个 "read" 类。

//注意：这只能在实现了 NodeList.prototype[Symbol.iterator] 的平台上运行

let articleParagraphs = document.querySelectorAll("article > p");

for (let paragraph of articleParagraphs) {

paragraph.classList.add("read");

}

### 关闭迭代器

对于for...of的循环，可以由 break, throw 或 return 终止。在这些情况下，迭代器关闭。

function\* foo(){

yield 1;

yield 2;

yield 3;

};

for (let o of foo()) {

console.log(o);

break; // closes iterator, triggers return

}

### 迭代生成器

你还可以迭代一个生成器：

function\* fibonacci() { // 一个生成器函数

let [prev, curr] = [0, 1];

for (;;) { // while (true) {

[prev, curr] = [curr, prev + curr];

yield curr;

}

}

for (let n of fibonacci()) {

console.log(n);

// 当 n 大于 1000 时跳出循环

if (n >= 1000)

break;

}

### 不要重用生成器

生成器不应该重用，即使for...of循环的提前终止，例如通过break关键字。在退出循环后，生成器关闭，并尝试再次迭代，不会产生任何进一步的结果。

var gen = (function \*(){

yield 1;

yield 2;

yield 3;

})();

for (let o of gen) {

console.log(o);

break;//关闭生成器

}

//生成器不应该重用，以下没有意义！

for (let o of gen) {

console.log(o);

}

### 迭代其他可迭代对象

你还可以迭代显式实现可迭代协议的对象：

var iterable = {

[Symbol.iterator]() {

return {

i: 0,

next() {

if (this.i < 3) {

return { value: this.i++, done: false };

}

return { value: undefined, done: true };

}

};

}

};

for (var value of iterable) {

console.log(value);

}

// 0

// 1

// 2

### for...of与for...in的区别

无论是for...in还是for...of语句都是迭代一些东西。它们之间的主要区别在于它们的迭代方式。

* for...in 语句以任意顺序迭代对象的可枚举属性。
* for...of 语句遍历可迭代对象定义要迭代的数据。

以下示例显示了与Array一起使用时，for...of循环和for...in循环之间的区别。

Object.prototype.objCustom = function() {};

Array.prototype.arrCustom = function() {};

let iterable = [3, 5, 7];

iterable.foo = 'hello';

每个对象将继承objCustom属性，并且作为Array的每个对象将继承arrCustom属性，因为将这些属性添加到Object.prototype (en-US)和Array.prototype。由于继承和原型链，对象iterable继承属性objCustom和arrCustom。

for (let i in iterable) {

console.log(i); // logs 0, 1, 2, "foo", "arrCustom", "objCustom"

}

此循环仅以原始插入顺序记录iterable 对象的可枚举属性。它不记录数组元素3, 5, 7 或hello，因为这些不是枚举属性。但是它记录了数组索引以及arrCustom和objCustom。

for (let i in iterable) {

if (iterable.hasOwnProperty(i)) {

console.log(i); // logs 0, 1, 2, "foo"

}

}

这个循环类似于第一个，但是它使用hasOwnProperty() 来检查，如果找到的枚举属性是对象自己的（不是继承的）。如果是，该属性被记录。记录的属性是0, 1, 2和foo，因为它们是自身的属性（不是继承的）。属性arrCustom和objCustom不会被记录，因为它们是继承的。

for (let i of iterable) {

console.log(i); // logs 3, 5, 7

}

该循环迭代并记录iterable作为可迭代对象定义的迭代值，这些是数组元素 3, 5, 7，而不是任何对象的属性。

# 迭代协议

作为 ECMAScript 2015 的一组补充规范，迭代协议并不是新的内置实现或语法，而是协议。这些协议可以被任何遵循某些约定的对象来实现。迭代协议具体分为两个协议：可迭代协议和迭代器协议。

## 可迭代协议

**可迭代协议**允许 JavaScript 对象定义或定制它们的迭代行为，例如，在一个 for..of 结构中，哪些值可以被遍历到。一些内置类型同时是内置可迭代对象，并且有默认的迭代行为，比如 Array 或者 Map，而其他内置类型则不是（比如 Object)）。

要成为可迭代对象， 一个对象必须实现 @@iterator 方法。这意味着对象（或者它原型链上的某个对象）必须有一个键为 @@iterator 的属性，可通过常量 Symbol.iterator 访问该属性：
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当一个对象需要被迭代的时候（比如被置入一个 for...of 循环时），首先，会不带参数调用它的 @@iterator 方法，然后使用此方法返回的迭代器获得要迭代的值。

值得注意的是调用此零个参数函数时，它将作为对可迭代对象的方法进行调用。 因此，在函数内部，this关键字可用于访问可迭代对象的属性，以决定在迭代过程中提供什么。此函数可以是普通函数，也可以是生成器函数，以便在调用时返回迭代器对象。 在此生成器函数的内部，可以使用yield提供每个条目。

## 迭代器协议

**迭代器协议**定义了产生一系列值（无论是有限个还是无限个）的标准方式。当值为有限个时，所有的值都被迭代完毕后，则会返回一个默认返回值。只有实现了一个拥有以下语义（semantic）的 next() 方法，一个对象才能成为迭代器：
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## 使用迭代协议的例子

String 是一个内置的可迭代对象：

let someString = "hi";

typeof someString[Symbol.iterator]; // "function"

String 的默认迭代器会依次返回该字符串的各码点（code point）：

let iterator = someString[Symbol.iterator]();

iterator + ""; // "[object String Iterator]"

iterator.next(); // { value: "h", done: false }

iterator.next(); // { value: "i", done: false }

iterator.next(); // { value: undefined, done: true }

一些内置的语法结构——比如展开语法——其内部实现也使用了同样的迭代协议：

[...someString] // ["h", "i"]

我们可以通过提供自己的 @@iterator 方法，重新定义迭代行为：

// 必须构造 String 对象以避免字符串字面量 auto-boxing

var someString = new String("hi");

someString[Symbol.iterator] = function() {

return { // 只返回一次元素，字符串 "bye"，的迭代器对象

next: function() {

if (this.\_first) {

this.\_first = false;

return { value: "bye", done: false };

} else {

return { done: true };

}

},

\_first: true

};

};

注意重新定义的 @@iterator 方法是如何影响内置语法结构的行为的：

[...someString]; // ["bye"]

someString + ""; // "hi"

## 可迭代对象示例

### 内置可迭代对象

目前所有的内置可迭代对象如下：String、Array、TypedArray、Map 和 Set，它们的原型对象都实现了 @@iterator 方法。

### 自定义可迭代对象

我们可以实现一个自己的可迭代对象，就像这样：

var myIterable = {};

myIterable[Symbol.iterator] = function\* () {

yield 1;

yield 2;

yield 3;

};

[...myIterable]; // [1, 2, 3]

### 接受可迭代对象的内置 API

很多 API 接受可迭代对象作为参数，例如：

* new Map([iterable])
* new WeakMap([iterable])
* new Set([iterable])
* new WeakSet([iterable])
* Promise.all(iterable)
* Promise.race(iterable)
* Array.from(iterable)

new Map([[1, 'a'], [2, 'b'], [3, 'c']]).get(2); // "b"

let myObj = {};

new WeakMap([

[{}, 'a'],

[myObj, 'b'],

[{}, 'c']

]).get(myObj); // "b"

new Set([1, 2, 3]).has(3); // true

new Set('123').has('2'); // true

new WeakSet(function\* () {

yield {}

yield myObj

yield {}

}()).has(myObj); // true

### 需要可迭代对象的语法

一些语句和表达式需要可迭代对象，比如 for...of 循环、展开语法、yield\*，和解构赋值。

for(let value of ["a", "b", "c"]){

console.log(value);

}

// "a"

// "b"

// "c"

[..."abc"]; // ["a", "b", "c"]

function\* gen() {

yield\* ["a", "b", "c"];

}

gen().next(); // { value: "a", done: false }

[a, b, c] = new Set(["a", "b", "c"]);

a // "a"

### 格式不佳的可迭代对象

如果一个可迭代对象的 @@iterator 方法不能返回迭代器对象，那么可以认为它是一个格式不佳的（Non-well-formed）可迭代对象 。使用这样的可迭代对象很可能会导致如下的运行时（runtime）异常，或者不可预料的表现：

var nonWellFormedIterable = {}

nonWellFormedIterable[Symbol.iterator] = () => 1

[...nonWellFormedIterable] // TypeError: [] is not a function

## 迭代器示例

### 简单迭代器

function makeIterator(array) {

let nextIndex = 0;

return {

next: function () {

return nextIndex < array.length ? {

value: array[nextIndex++],

done: false

} : {

done: true

};

}

};

}

let it = makeIterator(['哟', '呀']);

console.log(it.next().value); // '哟'

console.log(it.next().value); // '呀'

console.log(it.next().done); // true

### 无穷迭代器

function idMaker() {

let index = 0;

return {

next: function() {

return {

value: index++,

done: false

};

}

};

}

let it = idMaker();

console.log(it.next().value); // 0

console.log(it.next().value); // 1

console.log(it.next().value); // 2

// ...

### 使用生成器

function\* makeSimpleGenerator(array) {

let nextIndex = 0;

while(nextIndex < array.length) {

yield array[nextIndex++];

}

}

let gen = makeSimpleGenerator(['哟', '呀']);

console.log(gen.next().value); // '哟'

console.log(gen.next().value); // '呀'

console.log(gen.next().done); // true

function\* idMaker() {

let index = 0;

while (true) {

yield index++;

}

}

let gen = idMaker();

console.log(gen.next().value); // 0

console.log(gen.next().value); // 1

console.log(gen.next().value); // 2

// ...

### ES2015 类 class 中的迭代器

class SimpleClass {

constructor(data) {

this.data = data

}

[Symbol.iterator]() {

// Use a new index for each iterator. This makes multiple

// iterations over the iterable safe for non-trivial cases,

// such as use of break or nested looping over the same iterable.

let index = 0;

return {

next: () => {

if (index < this.data.length) {

return {value: this.data[index++], done: false}

} else {

return {done: true}

}

}

}

}

}

const simple = new SimpleClass([1,2,3,4,5])

for (const val of simple) {

console.log(val) // 1 2 3 4 5

}

## 生成器对象

生成器对象既是迭代器，也是可迭代对象：

let aGeneratorObject = function\* (){

yield 1;

yield 2;

yield 3;

}();

typeof aGeneratorObject.next;

// 返回"function", 因为有一个 next 方法，所以这是一个迭代器

typeof aGeneratorObject[Symbol.iterator];

// 返回"function", 因为有一个 @@iterator 方法，所以这是一个可迭代对象

aGeneratorObject[Symbol.iterator]() === aGeneratorObject;

// 返回 true，因为 @@iterator 方法返回自身（即迭代器），所以这是一个格式良好的可迭代对象

[...aGeneratorObject];

// 返回 [1, 2, 3]

console.log(Symbol.iterator in aGeneratorObject)

// 返回 true，因为 @@iterator 方法是 aGeneratorObject 的一个属性

# RegExp.prototype.unicode

unicode 属性表明正则表达式带有"u" 标志。 unicode 是正则表达式独立实例的只读属性。

![](data:image/png;base64,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)

unicode 的值是 Boolean，并且如果使用了 "u" 标志则为 true；否则为 false。"u" 标志开启了多种 Unicode 相关的特性。使用 "u" 标志，任何 Unicode 代码点的转义都会被解释。你不能直接修改这个属性，它是只读的。

使用 unicode 属性：

var regex = new RegExp('\u{61}', 'u');

console.log(regex.unicode); // true

# import

静态的 import 语句用于导入由另一个模块导出的绑定。无论是否声明了 strict mode，导入的模块都运行在严格模式下。在浏览器中，import 语句只能在声明了 type="module" 的 script 的标签中使用。此外，还有一个类似函数的动态 import()，它不需要依赖 type="module" 的 script 标签。

在 script 标签中使用 nomodule 属性，可以确保向后兼容。在您希望按照一定的条件或者按需加载模块的时候，动态 import() 是非常有用的。而静态型的 import 是初始化加载依赖项的最优选择，使用静态 import 更容易从代码静态分析工具和 tree shaking 中受益。

import defaultExport from "module-name";

import \* as name from "module-name";

import { export } from "module-name";

import { export as alias } from "module-name";

import { export1 , export2 } from "module-name";

import { foo , bar } from "module-name/path/to/specific/un-exported/file";

import { export1 , export2 as alias2 , [...] } from "module-name";

import defaultExport, { export [ , [...] ] } from "module-name";

import defaultExport, \* as name from "module-name";

import "module-name";

var promise = import("module-name");//这是一个处于第三阶段的提案。

* defaultExport：导入模块的默认导出接口的引用名。
* module-name：要导入的模块。通常是包含目标模块的 .js 文件的相对或绝对路径名，可以不包括 .js 扩展名。某些特定的打包工具可能允许或需要使用扩展或依赖文件，它会检查比对你的运行环境。只允许单引号和双引号的字符串。
* name：导入模块对象整体的别名，在引用导入模块时，它将作为一个命名空间来使用。
* export, exportN：被导入模块的导出接口的名称。
* alias, aliasN：将引用指定的导入的名称。

## 描述

name 参数是“导入模块对象”的名称，它将用一种名称空间来引用导入模块的接口。export 参数指定单个的命名导出，而 import \* as name 语法导入所有导出接口，即导入模块整体。以下示例阐明该语法。

### 导入整个模块的内容

这将myModule插入当前作用域，其中包含来自位于/modules/my-module.js文件中导出的所有接口。

import \* as myModule from '/modules/my-module.js';

在这里，访问导出接口意味着使用模块名称（在本例为“myModule”）作为命名空间。例如，如果上面导入的模块包含一个接口 doAllTheAmazingThings()，你可以这样调用：

myModule.doAllTheAmazingThings();

### 导入单个接口

给定一个名为 myExport 的对象或值，它已经从模块 my-module 导出（因为整个模块被导出）或显式地导出（使用 export 语句），将 myExport 插入当前作用域。

import {myExport} from '/modules/my-module.js';

### 导入多个接口

这将 foo 和 bar 插入当前作用域。

import {foo, bar} from '/modules/my-module.js';

### 导入带有别名的接口

你可以在导入时重命名接口。例如，将 shortName 插入当前作用域。

import {reallyReallyLongModuleExportName as shortName}

from '/modules/my-module.js';

### 导入时重命名多个接口

使用别名导入模块的多个接口。

import {

reallyReallyLongModuleMemberName as shortName,

anotherLongModuleName as short

} from '/modules/my-module.js';

### 仅为副作用而导入一个模块

整个模块仅为副作用（中性词，无贬义含义）而导入，而不导入模块中的任何内容（接口）。 这将运行模块中的全局代码，但实际上不导入任何值。

import '/modules/my-module.js';

### 导入默认值

引入模块可能有一个 default export（无论它是对象，函数，类等）可用。然后可以使用 import 语句来导入这样的默认接口。最简单的用法是直接导入默认值：

import myDefault from '/modules/my-module.js';

也可以同时将 default 语法与上述用法（命名空间导入或命名导入）一起使用。在这种情况下，default 导入必须首先声明。 例如：

import myDefault, \* as myModule from '/modules/my-module.js';

// myModule used as a namespace
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或者

import myDefault, {foo, bar} from '/modules/my-module.js';

// specific, named imports

当用动态导入的方式导入默认导出时，其工作方式有所不同。你需要从返回的对象中解构并重命名 "default" 键。

(async () => {

if (somethingIsTrue) {

const { default: myDefault, foo, bar } = await import('/modules/my-module.js');

}

})();

### 动态 import

标准用法的 import 导入的模块是静态的，会使所有被导入的模块，在加载时就被编译（无法做到按需编译，降低首页加载速度）。有些场景中，你可能希望根据条件导入模块或者按需导入模块，这时你可以使用动态导入代替静态导入。下面的是你可能会需要动态导入的场景：

* 当静态导入的模块很明显的降低了代码的加载速度且被使用的可能性很低，或者并不需要马上使用它。
* 当静态导入的模块很明显的占用了大量系统内存且被使用的可能性很低。
* 当被导入的模块，在加载时并不存在，需要异步获取。
* 当导入模块的说明符，需要动态构建。（静态导入只能使用静态说明符）
* 当被导入的模块有副作用（这里说的副作用，可以理解为模块中会直接运行的代码），这些副作用只有在触发了某些条件才被需要时。（原则上来说，模块不能有副作用，但是很多时候，你无法控制你所依赖的模块的内容）

关键字 import 可以像调用函数一样来动态的导入模块。以这种方式调用，将返回一个 promise。

import('/modules/my-module.js')

.then((module) => {

// Do something with the module.

});

这种使用方式也支持 await 关键字。

let module = await import('/modules/my-module.js');

## 示例

下面的代码将会演示如何从辅助模块导入以协助处理 AJAX JSON 请求。

模块：file.js

function getJSON(url, callback) {

let xhr = new XMLHttpRequest();

xhr.onload = function () {

callback(this.responseText)

};

xhr.open('GET', url, true);

xhr.send();

}

export function getUsefulContents(url, callback) {

getJSON(url, data => callback(JSON.parse(data)));

}

主程序：main.js

import { getUsefulContents } from '/modules/file.js';

getUsefulContents('http://www.example.com',

data => { doSomethingUseful(data); });
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动态导入：此示例展示了如何基于用户操作去加载功能模块到页面上，在例子中通过点击按钮，然后会调用模块内的函数。当然这不是能实现这个功能的唯一方式，import() 函数也可以支持 await。

const main = document.querySelector("main");

for (const link of document.querySelectorAll("nav > a")) {

link.addEventListener("click", e => {

e.preventDefault();

import('/modules/my-module.js')

.then(module => {

module.loadPageInto(main);

})

.catch(err => {

main.textContent = err.message;

});

});

}

# export

在创建 JavaScript 模块时，export 语句用于从模块中导出实时绑定的函数、对象或原始值，以便其他程序可以通过 import 语句使用它们。被导出的绑定值依然可以在本地进行修改。在使用 import 进行导入时，这些绑定值只能被导入模块所读取，但在 export 导出模块中对这些绑定值进行修改，所修改的值也会实时地更新。无论您是否声明，导出的模块都处于严格模式。 export 语句不能用在嵌入式脚本中。

存在两种 exports 导出方式：

* 命名导出（每个模块包含任意数量）
* 默认导出（每个模块包含一个）

// 导出单个特性

export let name1, name2, …, nameN; // also var, const

export let name1 = …, name2 = …, …, nameN; // also var, const

export function FunctionName(){...}

export class ClassName {...}

// 导出列表

export { name1, name2, …, nameN };

// 重命名导出

export { variable1 as name1, variable2 as name2, …, nameN };

// 解构导出并重命名

export const { name1, name2: bar } = o;

// 默认导出

export default expression;

export default function (…) { … } // also class, function\*

export default function name1(…) { … } // also class, function\*

export { name1 as default, … };

// 导出模块合集

export \* from …; // does not set the default export

export \* as name1 from …; // Draft ECMAScript® 2O21

export { name1, name2, …, nameN } from …;

export { import1 as name1, import2 as name2, …, nameN } from …;

export { default } from …;
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* nameN：要导出的标识符（以便其他脚本通过 import 语句进行导入）.

## 描述

有两种不同的导出方式，命名导出和默认导出。你能够在每一个模块中定义多个命名导出，但是只允许有一个默认导出。每种方式对应于上述的一种语法：

命名导出：

// 导出事先定义的特性

export { myFunction, myVariable };

// 导出单个特性（可以导出 var，let，

//const,function,class）

export let myVariable = Math.sqrt(2);

export function myFunction() { ... };
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默认导出：

// 导出事先定义的特性作为默认值

export { myFunction as default };

// 导出单个特性作为默认值

export default function () { ... }

export default class { .. }

// 每个导出都覆盖前一个导出

在导出多个值时，命名导出非常有用。在导入期间，必须使用相应对象的相同名称。但是，可以使用任何名称导入默认导出，例如：

// 文件 test.js

let k; export default k = 12;
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// 另一个文件

import m from './test'; // 由于 k 是默认导出，所以可以自由使用 import m 替代 import k

console.log(m); // 输出为 12

你也可以重命名命名导出以避免命名冲突：

export { myFunction as function1, myVariable as variable };

为了使模块导入变得可用，在一个父模块中“导入/导出”这些不同模块也是可行的。也就是说，你可以创建单个模块，集中多个模块的多个导出。这个可以使用“export from”语法实现：

export { default as function1,

function2 } from 'bar.js';
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与之形成对比的是联合使用导入和导出：

import { default as function1,

function2 } from 'bar.js';

export { function1, function2 };

但这里的 function1 和 function2 在当前模块中变得不可用。

## 示例

### 使用命名导出

在模块 my-module.js 中，可能包含以下代码：

// module "my-module.js"

function cube(x) {

return x \* x \* x;

}

const foo = Math.PI + Math.SQRT2;

var graph = {

options: {

color:'white',

thickness:'2px'

},

draw: function() {

console.log('From graph draw function');

}

}

export { cube, foo, graph };

### 使用默认导出

如果我们要导出一个值或得到模块中的返回值，就可以使用默认导出：

// module "my-module.js"

export default function cube(x) {

return x \* x \* x;

}

然后，在另一个脚本中，可以直接导入默认导出：

import cube from './my-module.js';

console.log(cube(3)); // 27

### 模块重定向

举个例子，假如我们有如下层次结构：

* childModule1.js: 导出 myFunction 和 myVariable
* childModule2.js: 导出 myClass
* parentModule.js: 作为聚合器（不做其他事情）
* 顶层模块：调用 parentModule.js 的导出项

你的代码看起来应该像这样：

// childModule1.js 中

let myFunction = ...; // assign something useful to myFunction

let myVariable = ...; // assign something useful to myVariable

export {myFunction, myVariable};

// childModule2.js 中

let myClass = ...; // assign something useful to myClass

export myClass;

// parentModule.js 中

// 仅仅聚合 childModule1 和 childModule2 中的导出

// 以重新导出他们

export { myFunction, myVariable } from 'childModule1.js';

export { myClass } from 'childModule2.js';

// 顶层模块中

// 我们可以从单个模块调用所有导出，因为 parentModule 事先

// 已经将他们“收集”/“打包”到一起

import { myFunction, myVariable, myClass } from 'parentModule.js'

# Proxy

Proxy 对象用于创建一个对象的代理，从而实现基本操作的拦截和自定义（如属性查找、赋值、枚举、函数调用等）。

* handler：包含捕捉器（trap）的占位符对象，可译为处理器对象。
* traps：提供属性访问的方法。这类似于操作系统中捕获器的概念。
* target：被 Proxy 代理虚拟化的对象。它常被作为代理的存储后端。根据目标验证关于对象不可扩展性或不可配置属性的不变量（保持不变的语义）。

## 语法

const p = new Proxy(target, handler)

* target：要使用 Proxy 包装的目标对象（可以是任何类型的对象，包括原生数组，函数，甚至另一个代理）。
* handler：一个通常以函数作为属性的对象，各属性中的函数分别定义了在执行各种操作时代理 p 的行为。

## 方法

创建一个可撤销的Proxy对象。

Proxy.revocable()

handler 对象是一个容纳一批特定属性的占位符对象。它包含有 Proxy 的各个捕获器（trap）。所有的捕捉器是可选的。如果没有定义某个捕捉器，那么就会保留源对象的默认行为。

* handler.getPrototypeOf() Object.getPrototypeOf 方法的捕捉器。
* handler.setPrototypeOf() Object.setPrototypeOf 方法的捕捉器。
* handler.isExtensible() Object.isExtensible 方法的捕捉器。
* handler.preventExtensions() Object.preventExtensions 方法的捕捉器。
* handler.getOwnPropertyDescriptor() Object.getOwnPropertyDescriptor 方法的捕捉器。
* handler.defineProperty() Object.defineProperty 方法的捕捉器。
* handler.has() in 操作符的捕捉器。
* handler.get() 属性读取操作的捕捉器。
* handler.set() 属性设置操作的捕捉器。
* handler.deleteProperty() delete操作符的捕捉器。
* handler.ownKeys() Object.getOwnPropertyNames 方法和 Object.getOwnPropertySymbols 方法的捕捉器。
* handler.apply() 函数调用操作的捕捉器。
* handler.construct() new操作符的捕捉器。

## 示例

### 基础示例

在以下简单的例子中，当对象中不存在属性名时，默认返回值为 37。下面的代码以此展示了 get handler 的使用场景。

const handler = {

get: function(obj, prop) {

return prop in obj ? obj[prop] : 37;

}

};

const p = new Proxy({}, handler);

p.a = 1;

p.b = undefined;

console.log(p.a, p.b); // 1, undefined

console.log('c' in p, p.c); // false, 37

### 无操作转发代理

在以下例子中，我们使用了一个原生 JavaScript 对象，代理会将所有应用到它的操作转发到这个对象上。

let target = {};

let p = new Proxy(target, {});

p.a = 37; // 操作转发到目标

console.log(target.a); // 37. 操作已经被正确地转发

### 验证

通过代理，你可以轻松地验证向一个对象的传值。下面的代码借此展示了 set handler 的作用。

let validator = {

set: function(obj, prop, value) {

if (prop === 'age') {

if (!Number.isInteger(value)) {

throw new TypeError('The age is not an integer');

}

if (value > 200) {

throw new RangeError('The age seems invalid');

}

}

// The default behavior to store the value

obj[prop] = value;

// 表示成功

return true;

}

};

let person = new Proxy({}, validator);

person.age = 100;

console.log(person.age);

// 100

person.age = 'young';

// 抛出异常: Uncaught TypeError: The age is not an integer

person.age = 300;

// 抛出异常: Uncaught RangeError: The age seems invalid

### 扩展构造函数

方法代理可以轻松地通过一个新构造函数来扩展一个已有的构造函数。这个例子使用了construct和apply。

function extend(sup, base) {

var descriptor = Object.getOwnPropertyDescriptor(

base.prototype, "constructor"

);

base.prototype = Object.create(sup.prototype);

var handler = {

construct: function(target, args) {

var obj = Object.create(base.prototype);

this.apply(target, obj, args);

return obj;

},

apply: function(target, that, args) {

sup.apply(that, args);

base.apply(that, args);

}

};

var proxy = new Proxy(base, handler);

descriptor.value = proxy;

Object.defineProperty(base.prototype, "constructor", descriptor);

return proxy;

}

var Person = function (name) {

this.name = name

};

var Boy = extend(Person, function (name, age) {

this.age = age;

});

Boy.prototype.sex = "M";

var Peter = new Boy("Peter", 13);

console.log(Peter.sex); // "M"

console.log(Peter.name); // "Peter"

console.log(Peter.age); // 13

### 操作 DOM 节点

需要互换两个不同的元素的属性或类名。下面的代码以此为目标，展示了 set handler 的使用场景。

let view = new Proxy({

selected: null

}, {

set: function(obj, prop, newval) {

let oldval = obj[prop];

if (prop === 'selected') {

if (oldval) {

oldval.setAttribute('aria-selected', 'false');

}

if (newval) {

newval.setAttribute('aria-selected', 'true');

}

}

// 默认行为是存储被传入 setter 函数的属性值

obj[prop] = newval;

// 表示操作成功

return true;

}

});

let i1 = view.selected = document.getElementById('item-1');

console.log(i1.getAttribute('aria-selected')); // 'true'

let i2 = view.selected = document.getElementById('item-2');

console.log(i1.getAttribute('aria-selected')); // 'false'

console.log(i2.getAttribute('aria-selected')); // 'true'

### 值修正及附加属性

以下products代理会计算传值并根据需要转换为数组。这个代理对象同时支持一个叫做 latestBrowser的附加属性，这个属性可以同时作为 getter 和 setter。

let products = new Proxy({

browsers: ['Internet Explorer', 'Netscape']

}, {

get: function(obj, prop) {

// 附加一个属性

if (prop === 'latestBrowser') {

return obj.browsers[obj.browsers.length - 1];

}

// 默认行为是返回属性值

return obj[prop];

},

set: function(obj, prop, value) {

// 附加属性

if (prop === 'latestBrowser') {

obj.browsers.push(value);

return;

}

// 如果不是数组，则进行转换

if (typeof value === 'string') {

value = [value];

}

// 默认行为是保存属性值

obj[prop] = value;

// 表示成功

return true;

}

});

console.log(products.browsers); // ['Internet Explorer', 'Netscape']

products.browsers = 'Firefox'; // 如果不小心传入了一个字符串

console.log(products.browsers); // ['Firefox'] <- 也没问题，得到的依旧是一个数组

products.latestBrowser = 'Chrome';

console.log(products.browsers); // ['Firefox', 'Chrome']

console.log(products.latestBrowser); // 'Chrome'

### 通过属性查找数组中的特定对象

以下代理为数组扩展了一些实用工具。如你所见，通过 Proxy，我们可以灵活地“定义”属性，而不需要使用 Object.defineProperties 方法。以下例子可以用于通过单元格来查找表格中的一行。在这种情况下，target 是 table.rows。

let products = new Proxy([

{ name: 'Firefox' , type: 'browser' },

{ name: 'SeaMonkey' , type: 'browser' },

{ name: 'Thunderbird', type: 'mailer' }

], {

get: function(obj, prop) {

// 默认行为是返回属性值， prop ?通常是一个整数

if (prop in obj) {

return obj[prop];

}

// 获取 products 的 number; 它是 products.length 的别名

if (prop === 'number') {

return obj.length;

}

let result, types = {};

for (let product of obj) {

if (product.name === prop) {

result = product;

}

if (types[product.type]) {

types[product.type].push(product);

} else {

types[product.type] = [product];

}

}

// 通过 name 获取 product

if (result) {

return result;

}

// 通过 type 获取 products

if (prop in types) {

return types[prop];

}

// 获取 product type

if (prop === 'types') {

return Object.keys(types);

}

return undefined;

}

});

console.log(products[0]); // { name: 'Firefox', type: 'browser' }

console.log(products['Firefox']); // { name: 'Firefox', type: 'browser' }

console.log(products['Chrome']); // undefined

console.log(products.browser); // [{ name: 'Firefox', type: 'browser' }, { name: 'SeaMonkey', type: 'browser' }]

console.log(products.types); // ['browser', 'mailer']

console.log(products.number); // 3

### 一个完整的 traps 列表示例

为了创建一个完整的 traps 列表示例，我们将尝试代理化一个非原生对象，这特别适用于这类操作：由发布在document.cookie页面上的“小型框架”创建的docCookies全局对象。

/\*

var docCookies = ... get the "docCookies" object here:

https://developer.mozilla.org/zh-CN/docs/DOM/document.cookie#A\_little\_framework.3A\_a\_complete\_cookies\_reader.2Fwriter\_with\_full\_unicode\_support

\*/

var docCookies = new Proxy(docCookies, {

"get": function (oTarget, sKey) {

return oTarget[sKey] || oTarget.getItem(sKey) || undefined;

},

"set": function (oTarget, sKey, vValue) {

if (sKey in oTarget) { return false; }

return oTarget.setItem(sKey, vValue);

},

"deleteProperty": function (oTarget, sKey) {

if (sKey in oTarget) { return false; }

return oTarget.removeItem(sKey);

},

"enumerate": function (oTarget, sKey) {

return oTarget.keys();

},

"ownKeys": function (oTarget, sKey) {

return oTarget.keys();

},

"has": function (oTarget, sKey) {

return sKey in oTarget || oTarget.hasItem(sKey);

},

"defineProperty": function (oTarget, sKey, oDesc) {

if (oDesc && "value" in oDesc) { oTarget.setItem(sKey, oDesc.value); }

return oTarget;

},

"getOwnPropertyDescriptor": function (oTarget, sKey) {

var vValue = oTarget.getItem(sKey);

return vValue ? {

"value": vValue,

"writable": true,

"enumerable": true,

"configurable": false

} : undefined;

},

});

/\* Cookies 测试 \*/

alert(docCookies.my\_cookie1 = "First value");

alert(docCookies.getItem("my\_cookie1"));

docCookies.setItem("my\_cookie1", "Changed value");

alert(docCookies.my\_cookie1);

# Symbol

symbol 是一种基本数据类型（primitive data type）。Symbol() 函数会返回 symbol 类型的值，该类型具有静态属性和静态方法。它的静态属性会暴露几个内建的成员对象；它的静态方法会暴露全局的 symbol 注册，且类似于内建对象类，但作为构造函数来说它并不完整，因为它不支持语法："new Symbol()"。每个从 Symbol() 返回的 symbol 值都是唯一的。一个 symbol 值能作为对象属性的标识符；这是该数据类型仅有的目的。

## 描述

Symbol([description])

* description ：可选的，字符串类型。对 symbol 的描述，可用于调试但不是访问 symbol 本身。

直接使用Symbol()创建新的 symbol 类型，并用一个可选的字符串作为其描述。

var sym1 = Symbol();

var sym2 = Symbol('foo');

var sym3 = Symbol('foo');

上面的代码创建了三个新的 symbol 类型。 注意，Symbol("foo") 不会强制将字符串 “foo” 转换成 symbol 类型。它每次都会创建一个新的 symbol 类型：

Symbol("foo") === Symbol("foo"); // false

如果你真的想创建一个 Symbol 包装器对象 (Symbol wrapper object)，你可以使用 Object() 函数：

var sym = Symbol("foo");

typeof sym; // "symbol"

var symObj = Object(sym);

typeof symObj; // "object"

### 全局共享的 Symbol

上面使用 Symbol() 函数的语法，不会在你的整个代码库中创建一个可用的全局的 symbol 类型。要创建跨文件可用的 symbol，甚至跨域（每个都有它自己的全局作用域），使用 Symbol.for() 方法和 Symbol.keyFor() 方法从全局的 symbol 注册表设置和取得 symbol。

### 在对象中查找 Symbol 属性

Object.getOwnPropertySymbols() 方法让你在查找一个给定对象的符号属性时返回一个 symbol 类型的数组。注意，每个初始化的对象都是没有自己的 symbol 属性的，因此这个数组可能为空，除非你已经在对象上设置了 symbol 属性。

## 属性

* Symbol.length：长度属性，值为 0。
* Symbol.prototype：symbol 构造函数的原型。

除了自己创建的 symbol，JavaScript 还内建了一些在 ECMAScript 5 之前没有暴露给开发者的 symbol，它们代表了内部语言行为。它们可以使用以下属性访问：

迭代 symbols Symbol.iterator：一个返回一个对象默认迭代器的方法。被 for...of 使用。

Symbol.asyncIterator Experimental：一个返回对象默认的异步迭代器的方法。被 for await of 使用。

正则表达式 symbols Symbol.match：一个用于对字符串进行匹配的方法，也用于确定一个对象是否可以作为正则表达式使用。被 String.prototype.match() 使用。

Symbol.replace：一个替换匹配字符串的子串的方法。被 String.prototype.replace() 使用。

Symbol.search：一个返回一个字符串中与正则表达式相匹配的索引的方法。被 String.prototype.search() 使用。

Symbol.split：一个在匹配正则表达式的索引处拆分一个字符串的方法.。被 String.prototype.split() 使用。

其他 symbols Symbol.hasInstance：一个确定一个构造器对象识别的对象是否为它的实例的方法。被 instanceof 使用。

Symbol.isConcatSpreadable：一个布尔值，表明一个对象是否应该 flattened 为它的数组元素。被 Array.prototype.concat() 使用。

Symbol.unscopables：拥有和继承属性名的一个对象的值被排除在与环境绑定的相关对象外。

Symbol.species：一个用于创建派生对象的构造器函数。

Symbol.toPrimitive：一个将对象转化为基本数据类型的方法。

Symbol.toStringTag：用于对象的默认描述的字符串值。被 Object.prototype.toString() 使用。

## 方法

* Symbol.for(key)：使用给定的 key 搜索现有的 symbol，如果找到则返回该 symbol。否则将使用给定的 key 在全局 symbol 注册表中创建一个新的 symbol。
* Symbol.keyFor(sym)：从全局 symbol 注册表中，为给定的 symbol 检索一个共享的？symbol key。

## Symbol 原型

所有 Symbols 继承自 Symbol.prototype 。

* Symbol.prototype.description：一个只读的字符串，意为对该 Symbol 对象的描述
* Symbol.prototype.toSource：返回该 Symbol 对象的源代码。该方法重写了 Object.prototype.toSource 方法
* Symbol.prototype.toString：返回一个包含着该 Symbol 对象描述的字符串。该方法重写了 Object.prototype.toString 方法
* Symbol.prototype.valueOf：返回该 Symbol 对象。该方法重写了 Object.prototype.valueOf 方法
* Symbol.prototype[@@toPrimitive]：返回该 Symbol 对象。

## 示例

### 对 symbol 使用 typeof 运算符

typeof运算符能帮助你识别 symbol 类型

typeof Symbol() === 'symbol'

typeof Symbol('foo') === 'symbol'

typeof Symbol.iterator === 'symbol'

### Symbol 类型转换

当使用 symbol 值进行类型转换时需要注意一些事情：

* 尝试将一个 symbol 值转换为一个 number 值时，会抛出一个 TypeError 错误 (e.g. +sym or sym | 0).
* 使用宽松相等时，Object(sym) == sym returns true.
* 这会阻止你从一个 symbol 值隐式地创建一个新的 string 类型的属性名。例如，Symbol("foo") + "bar" 将抛出一个 TypeError (can't convert symbol to string).
* "safer" String(sym) conversion 的作用会像 symbol 类型调用 Symbol.prototype.toString() 一样，但是注意 new String(sym) 将抛出异常。

### Symbols 与 for...in 迭代

Symbols 在 for...in 迭代中不可枚举。另外，Object.getOwnPropertyNames() 不会返回 symbol 对象的属性，但是你能使用 Object.getOwnPropertySymbols() 得到它们。

var obj = {};

obj[Symbol("a")] = "a";

obj[Symbol.for("b")] = "b";

obj["c"] = "c";

obj.d = "d";

for (var i in obj) {

console.log(i); // logs "c" and "d"

}

### Symbols 与 JSON.stringify()

当使用 JSON.stringify() 时，以 symbol 值作为键的属性会被完全忽略：

JSON.stringify({[Symbol("foo")]: "foo"});

// '{}'

### Symbol 包装器对象作为属性的键

当一个 Symbol 包装器对象作为一个属性的键时，这个对象将被强制转换为它包装过的 symbol 值：

var sym = Symbol("foo");

var obj = {[sym]: 1};

obj[sym]; // 1

obj[Object(sym)]; // still 1

# Promise

Promise 对象用于表示一个异步操作的最终完成（或失败）及其结果值。

## 描述

一个 Promise 对象代表一个在这个 promise 被创建出来时不一定已知值的代理。它让你能够把异步操作最终的成功返回值或者失败原因和相应的处理程序关联起来。这样使得异步方法可以像同步方法那样返回值：异步方法并不会立即返回最终的值，而是会返回一个 promise，以便在未来某个时候把值交给使用者。一个 Promise 必然处于以下几种状态之一：

* 待定（pending）：初始状态，既没有被兑现，也没有被拒绝。
* 已兑现（fulfilled）：意味着操作成功完成。
* 已拒绝（rejected）：意味着操作失败。

待定状态的 Promise 对象要么会通过一个值被兑现，要么会通过一个原因（错误）被拒绝。当这些情况之一发生时，我们用 promise 的 then 方法排列起来的相关处理程序就会被调用。如果 promise 在一个相应的处理程序被绑定时就已经被兑现或被拒绝了，那么这个处理程序也同样会被调用，因此在完成异步操作和绑定处理方法之间不存在竞态条件。

因为 Promise.prototype.then 和 Promise.prototype.catch 方法返回的是 promise，所以它们可以被链式调用。

[promise链式调用](promise的链式调用.png)

有一些语言中有惰性求值和延迟计算的特性，它们也被称为“promise”，例如 Scheme。JavaScript 中的 promise 代表的是已经在发生的进程，而且可以通过回调函数实现链式调用。如果你想对一个表达式进行惰性求值，就考虑一下使用无参数的箭头函数，如 f = () => expression 来创建惰性求值的表达式，然后使用 f() 进行求值。

如果一个 promise 已经被兑现或被拒绝，那么我们也可以说它处于 已敲定（settled） 状态。你还会听到一个经常跟 promise 一起使用的术语：已决议（resolved），它表示 promise 已经处于已敲定状态，或者为了匹配另一个 promise 的状态被“锁定”了。

### Promise 的链式调用

我们可以用Promise.prototype.then()、Promise.prototype.catch()和 Promise.prototype.finally() 这些方法将进一步的操作与一个变为已敲定状态的 promise 关联起来。

例如 .then() 方法需要两个参数，第一个参数作为处理已兑现状态的回调函数，而第二个参数则作为处理已拒绝状态的回调函数。每一个 .then() 方法还会返回一个新生成的 promise 对象，这个对象可被用作链式调用，就像这样：

const myPromise = new Promise((resolve, reject) => {

setTimeout(() => {

resolve('foo');

}, 300);

});

myPromise

.then(handleResolvedA, handleRejectedA)

.then(handleResolvedB, handleRejectedB)

.then(handleResolvedC, handleRejectedC);

当 .then() 中缺少能够返回 promise 对象的函数时，链式调用就直接继续进行下一环操作。因此，链式调用可以在最后一个 .catch() 之前把所有的处理已拒绝状态的回调函数都省略掉。

过早地处理变为已拒绝状态的 promise 会对之后 promise 的链式调用造成影响。不过有时候我们因为需要马上处理一个错误也只能这样做。例如，外面必须抛出某种类型的错误以在链式调用中传递错误状态。另一方面，在没有迫切需要的情况下，可以在最后一个 .catch() 语句时再进行错误处理，这种做法更加简单。.catch() 其实只是没有给处理已兑现状态的回调函数预留参数位置的 .then() 而已。

myPromise

.then(handleResolvedA)

.then(handleResolvedB)

.then(handleResolvedC)

.catch(handleRejectedAny);

使用箭头函数表达式作为 promise 回调函数的示例如下：

myPromise

.then(value => { return value + ' and bar'; })

.then(value => { return value + ' and bar again'; })

.then(value => { return value + ' and again'; })

.then(value => { return value + ' and again'; })

.then(value => { console.log(value) })

.catch(err => { console.log(err) });

这些函数的终止状态决定着链式调用中下一个 promise 的“已敲定”状态是什么。“已决议”状态意味着 promise 已经成功完成，而“已拒绝”则表示 promise 未成功完成。“已决议”状态的返回值会逐级传递到下一个 .then() 中，而“已拒绝”的理由则会被传递到链中的下一个已拒绝状态的处理函数。

链式调用中的 promise 们就像俄罗斯套娃一样，是嵌套起来的，但又像是一个栈，每个都必须从顶端被弹出。链式调用中的第一个 promise 是嵌套最深的一个，也将是第一个被弹出的。

(promise D, (promise C, (promise B, (promise A) ) ) )

一个 promise 可能会参与不止一次的嵌套。对于下面的代码，promiseA 向“已敲定”状态的过渡会导致两个实例的 .then 都被调用。

const promiseA = new Promise(myExecutorFunc);

const promiseB = promiseA.then(handleFulfilled1, handleRejected1);

const promiseC = promiseA.then(handleFulfilled2, handleRejected2);

一个已经处于“已敲定”状态的 promise 也可以接收操作。在那种情况下，（如果没有问题的话）这个操作会被作为第一个异步操作被执行。注意，所有的 promise 都一定是异步的。因此，一个已经处于“已敲定”状态的 promise 中的操作只有 promise 链式调用的栈被清空且一个时间片段过去之后才会被执行。这种效果跟 setTimeout(action, 10) 特别相似。

const promiseA = new Promise( (resolutionFunc,rejectionFunc) => {

resolutionFunc(777);

});

// At this point, "promiseA" is already settled.

promiseA.then( (val) => console.log("asynchronous logging has val:",val) );

console.log("immediate logging");

// produces output in this order:

// immediate logging

// asynchronous logging has val: 777

### 追踪现有设置对象

设置对象（settings object）是 JavaScript 代码运行时用于提供附加信息的环境。它包含了领域（realm）和模块映射（module map），以及 HTML 的特定信息，如来源（origin）等。对现有设置对象的追踪保证了浏览器知道用户给定的哪些代码片段需要使用。

我们可以粗略地认为领域是一个全局对象。其独特之处在于，它拥有运行 JavaScript 代码所需的所有信息。这包括像 Array 和 Error 这样的对象。每一个设置对象都有自己的“副本”，而且它们与副本之间是不共享的。这可能会导致一些与 promise 相关的意外行为。为了解决这个问题，我们需要追踪现有设置对象（incumbent settings object）。它表示负责用户某个函数调用工作的特定信息。

我们可以尝试在文档中嵌入 <iframe>，并让其与父级上下文通信。由于所有的 web API 都有现有设置对象，下面的代码能够在所有的浏览器中运行：

<!DOCTYPE html>

<iframe></iframe> <!-- we have a realm here -->

<script> // we have a realm here as well

const bound = frames[0].postMessage.bind(

frames[0], "some data", "\*");

// bound is a built-in function -- there is no user

// code on the stack, so which realm do we use?

window.setTimeout(bound);

// this still works, because we use the youngest

// realm (the incumbent) on the stack

</script>

同样的概念也适用与 promise。如果我们稍加修改上面的示例，我们就能得到这个：

<!DOCTYPE html>

<iframe></iframe> <!-- we have a realm here -->

<script> // we have a realm here as well

const bound = frames[0].postMessage.bind(

frames[0], "some data", "\*");

// bound is a built in function -- there is no user

// code on the stack -- which realm do we use?

Promise.resolve(undefined).then(bound);

// this still works, because we use the youngest

// realm (the incumbent) on the stack

</script>

如果我们修改代码，使用文档中的 <iframe> 来监听发送的消息，我们可以观察到现有设置对象的影响：

<!-- y.html -->

<!DOCTYPE html>

<iframe src="x.html"></iframe>

<script>

const bound = frames[0].postMessage.bind(frames[0], "some data", "\*");

Promise.resolve(undefined).then(bound);

</script>

Copy to Clipboard

<!-- x.html -->

<!DOCTYPE html>

<script>

window.addEventListener("message", (event) => {

document.querySelector("#text").textContent = "hello";

// 这一部分代码仅在追踪现有设置对象的浏览器中会被运行

console.log(event);

}, false);

</script>

在上面的示例中，<iframe> 仅在现有设置对象被追踪时才会被更新。这是因为在不追踪的情况下，我们可能会使用错误的环境发送消息。

## 方法解析

### 构造函数

* Promise()：创建一个新的 Promise 对象。该构造函数主要用于包装还没有添加 promise 支持的函数。

### 静态方法

* Promise.all(iterable)
  + 这个方法返回一个新的 promise 对象，等到所有的 promise 对象都成功或有任意一个 promise 失败。
  + 如果所有的 promise 都成功了，它会把一个包含 iterable 里所有 promise 返回值的数组作为成功回调的返回值。顺序跟 iterable 的顺序保持一致。
  + 一旦有任意一个 iterable 里面的 promise 对象失败则立即以该 promise 对象失败的理由来拒绝这个新的 promise。
* Promise.allSettled(iterable)
  + 等到所有 promise 都已敲定（每个 promise 都已兑现或已拒绝）。
  + 返回一个 promise，该 promise 在所有 promise 都敲定后完成，并兑现一个对象数组，其中的对象对应每个 promise 的结果。
* Promise.any(iterable)
  + 接收一个 promise 对象的集合，当其中的任意一个 promise 成功，就返回那个成功的 promise 的值。
* Promise.race(iterable)
  + 等到任意一个 promise 的状态变为已敲定。
  + 当 iterable 参数里的任意一个子 promise 成功或失败后，父 promise 马上也会用子 promise 的成功返回值或失败详情作为参数调用父 promise 绑定的相应处理函数，并返回该 promise 对象。
  + Promise.reject(reason)
  + 返回一个状态为已拒绝的 Promise 对象，并将给定的失败信息传递给对应的处理函数。
* Promise.resolve(value)
  + 返回一个状态由给定 value 决定的 Promise 对象。如果该值是 thenable（即，带有 then 方法的对象），返回的Promise 对象的最终状态由 then 方法执行结果决定；否则，返回的 Promise 对象状态为已兑现，并且将该 value 传递给对应的 then 方法。
  + 通常而言，如果你不知道一个值是否是 promise 对象，使用 Promise.resolve(value) 来返回一个 Promise 对象，这样就能将该 value 以 promise 对象形式使用。

### 实例方法

* Promise.prototype.catch()：为 promise 添加一个被拒绝状态的回调函数，并返回一个新的 promise，若回调函数被调用，则兑现其返回值，否则兑现原来的 promise 兑现的值。
* Promise.prototype.then()：为 promise 添加被兑现和被拒绝状态的回调函数，其以回调函数的返回值兑现 promise。若不处理已兑现或者已拒绝状态（例如，onFulfilled 或 onRejected 不是一个函数），则返回 promise 被敲定时的值。
* Promise.prototype.finally()：为 promise 添加一个回调函数，并返回一个新的 promise。这个新的 promise 将在原 promise 被兑现时兑现。而传入的回调函数将在原 promise 被敲定（无论被兑现还是被拒绝）时被调用。

## 示例

let myFirstPromise = new Promise((resolve,reject) => {

setTimeout(function(){

resolve("Success!")

}, 250)

});

myFirstPromise.then((msg) => {

console.log(msg);

})

# Reflect

Reflect 是一个内置的对象，它提供拦截 JavaScript 操作的方法。这些方法与proxy handlers的方法相同。Reflect不是一个函数对象，因此它是不可构造的。与大多数全局对象不同Reflect并非一个构造函数，所以不能通过new 运算符对其进行调用，或者将Reflect对象作为一个函数来调用。Reflect的所有属性和方法都是静态的（就像Math对象）。

## 静态方法

* Reflect.apply(target, thisArgument, argumentsList)：对一个函数进行调用操作，同时可以传入一个数组作为调用参数。和 Function.prototype.apply() 功能类似。
* Reflect.construct(target, argumentsList[, newTarget])：对构造函数进行 new 操作，相当于执行 new target(...args)。
* Reflect.defineProperty(target, propertyKey, attributes)：和 Object.defineProperty() 类似。如果设置成功就会返回 true
* Reflect.deleteProperty(target, propertyKey)：作为函数的delete操作符，相当于执行 delete target[name]。
* Reflect.get(target, propertyKey[, receiver])：获取对象身上某个属性的值，类似于 target[name]。
* Reflect.getOwnPropertyDescriptor(target, propertyKey)：类似于 Object.getOwnPropertyDescriptor()。如果对象中存在该属性，则返回对应的属性描述符，否则返回 undefined。
* Reflect.getPrototypeOf(target)：类似于 Object.getPrototypeOf()。
* Reflect.has(target, propertyKey)：判断一个对象是否存在某个属性，和 in 运算符 的功能完全相同。
* Reflect.isExtensible(target)：类似于 Object.isExtensible().
* Reflect.ownKeys(target)：返回一个包含所有自身属性（不包含继承属性）的数组。(类似于 Object.keys(), 但不会受enumerable 影响).
* Reflect.preventExtensions(target)：类似于 Object.preventExtensions()。返回一个Boolean。
* Reflect.set(target, propertyKey, value[, receiver])：将值分配给属性的函数。返回一个Boolean，如果更新成功，则返回true。
* Reflect.setPrototypeOf(target, prototype)：设置对象原型的函数。返回一个 Boolean， 如果更新成功，则返回true。

## 示例

检测一个对象是否存在特定属性：

const duck = {

name: 'Maurice',

color: 'white',

greeting: function() {

console.log(`Quaaaack! My name is ${this.name}`);

}

}

Reflect.has(duck, 'color');

// true

Reflect.has(duck, 'haircut');

// false

返回这个对象自身的属性：

Reflect.ownKeys(duck);

// [ "name", "color", "greeting" ]

为这个对象添加一个新的属性

Reflect.set(duck, 'eyes', 'black');

// returns "true" if successful

// "duck" now contains the property "eyes: 'black'"